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e SAFETY PRECAUTIONS e

(Always read these instructions before using this equipment.)

Before using this product, please read this manual and the relevant manuals introduced in this manual
carefully and pay full attention to safety to handle the product correctly.

The instructions given in this manual are concerned with this product. For the safety instructions of the
programmable controller system, please read the CPU module user's manual.

In this manual, the safety instructions are ranked as "DANGER" and "CAUTION".

Indicates that incorrect handling may cause hazardous conditions,
<> DANGER resulting in death or severe injury.

C CAUTION Indicates that incorrect handling may cause hazardous conditions,
resulting in medium or slight personal injury or physical damage.

Note that the /ACAUTION level may lead to a serious consequence according to the circumstances.
Always follow the instructions of both levels because they are important to personal safety.

Please save this manual to make it accessible when required and always forward it to the end user.

[Design Instructions]

<> DANGER

¢ For data change, program change, and status control made to the PLC which is running from a
Personal computer, configure the interlock circuit externally so that the system safety is
ensured. The action to be taken for the system at the occurrence of communication errors
caused by such as loose cable connection must be determined for online operation of PLC from
Personal computers.

/\ CAUTION

¢ Be sure to read the manual careful and exercise an appropriate amount of caution connecting to
PLC CPU and performing online operations (PLC CPU program change during RUN, forced
input/output operation, RUN-STOP or other operation condition changes, remote control
operation) while the personal computer is operating.
Regarding the PLC CPU program change during RUN (Online change), the program may be
corrupted or have other problems depending on operation conditions. Exercise the appropriate
amount of caution with regard to the Caution points in the Reference Manual.

¢ Please refer to the manual of each module for online module change and swap module during
run, since there is restriction on the exchangeable module.




About this Manual

The texts, illustrations, diagrams and examples in this manual are only
intended as aids to help explain the functioning, operation, use and
programming of the GX IEC Developer IEC programming and
documentation system.

For using and usage of this software only the user his own is
responsible.

If you have any questions regarding the installation and operation of the
software described in this manual, please do not hesitate to contact your
sales office or one of your Mitsubishi distribution partners.

You can also obtain information and answers to frequently asked questions
from our Mitsubishi website under
www.mitsubishi-automation.de.

The GX IEC Developer software is supplied under a legal license
agreement and may only be used and copied subject to the terms of this
License Agreement.

No part of this manual may be reproduced, copied, stored in any kind of
information retrieval system or distributed without the prior express written
consent of MITSUBISHI ELECTRIC.

MITSUBISHI ELECTRIC reserves the right to change the specifications of
its products and/or the contents of this manual at any time and without
prior notice.

The IEC 61131.1 standard cited in this manual is available from the
publishers Beuth Verlag in Berlin (Germany).

© October 2008
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NOTE

Example VV

Typographic Conventions

Use of notes

Notes containing important information are clearly identified as follows:

| Note text

Use of examples

Examples containing important information are clearly identified as follows:

Example text

Numbering in figures and illustrations

Reference numbers in figures and illustrations are shown with white numbers in a black circle
and the corresponding explanations shown beneath the illustrations are identified with the
same numbers, like this:

0000

Procedures

In some cases the setup, operation, maintenance and other instructions are explained with
numbered procedures. The individual steps of these procedures are numbered in ascending
order with black numbers in a white circle, and they must be performed in the exact order
shown:

@ Text
@ Text
® Text

Footnotes in tables

Footnote characters in tables are printed in superscript and the corresponding footnotes
shown beneath the table are identified by the same characters, also in superscript.

If a table contains more than one footnote, they are all listed below the table and numbered in
ascending order with black numbers in a white circle, like this:

® Text
@ Text
® Text

Character formatting and orientation aids

Menu names, menu commands, submenu commands, and dialog box options are printed in
boldface type. Examples: The menu item New in the menu Project or the options PLC inter-
face and Computer Link in the dialog box Transfer-Setup.

Please keep this manual in a place where it is always available for the users.
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Introduction

This manual...

1.1

1.2

1.3

1.4

1.5

Introduction

This manual...

...is a compact guide to using GX IEC Developer, suitable both for beginners and experienced
users upgrading from other systems. The manual includes explanations of the terms and
structural concepts of IEC programming and an introduction to the new IEC 61131-3 standard.
The "Getting Started" chapter provides a precise step-by-step description of how to use GX
IEC Developer, including a sample project. This executable application is used to demonstrate
the operation of the program with the help of the exercises provided in this manual.

The Reference Manual...

... contains detailed descriptions of all menus and menu options. Refer to it whenever you
need more comprehensive information on the ins and outs of the system.

If you are not yet familiar with MS Windows ...

... please at least read the Windows Fundamentals section in the Windows User's Guide, or
work through the Windows Tutorial accessible through the Help menu of the Windows Program
Manager. This will teach you what you need to know about using the basic elements of MS Win-
dows, and the operating procedures that are identical in all Windows application programs.

If you are not yet familiar with the IEC 61131-3
standard...

... please do take the time to read the "Introduction to the IEC 61131-3 Standard" chapter.
This section explains the most important new terms and concepts of this industrial standard.
A glossary of all the terms is provided in the Appendix of the Reference Manual.

If you already have IEC 61131-3 experience and
want to get to work right away...
... then you can go straight to the "Getting Started" section forimmediate results. This chapter

provides clear, step-by-step descriptions of all important GX IEC Developer operations, from
creating a new project to downloading your finished program to the controller.

GX IEC Developer Beginner's Manual 1-1



If you get stuck... Introduction

1.6 If you get stuck...

...do notdespair, help is never far away! If you run up against seemingly insoluble problems, or if
you have questions about GX IEC Developer or the connected programmable controller (PLC)
configuration, please first refer to the manuals and documentation. Many answers and solutions
can also be found directly in the GX IEC Developer context-sensitive online help system, which

can always be accessed by pressing the £l key. Make use of the Search command in the Help
menu as well, as this will often locate the information you need. If you can't find answers to your
questions in any of these places, contact your local MITSUBISHI ELECTRIC representative or
call our European headquarters in Ratingen directly. The addresses and phone numbers are
provided on the back covers of all our manuals.

1-2 # MITSUBISHI ELECTRIC



Getting to Know GX IEC Developer What's New in GX IEC Developer?

2

2.1

Getting to Know GX IEC Developer

What's New in GX IEC Developer?

GX IEC Developer is a Windows program:

GX IEC Developer uses the graphical user interface of MS Windows for fast, intuitive operation.
This means that instead of laboriously searching through a labyrinth of program structures,
you can implement your controller applications quickly and efficiently.

GX IEC Developer increases your productivity:

The modular architecture of GX IEC Developer brings big advantages for complex program-
ming projects. Frequently-needed program blocks and functions only need to be created once.
Thanks to the building block system you can then insert them again and again wherever and
whenever required. This significantly reduces your programming overheads, enabling you to
make major changes to your programs with just a few simple operations.

GX IEC Developer is a multi-language system:

GX IEC Developer supports programming in different languages. Several graphical and
text-based editors help you to write tailor-made programs quickly and easily, choosing the lan-
guage that best suits the problem.

GX IEC Developer is your link to the IEC world:

GXIEC Developer supports the new IEC 61131-3 standard for PLC (programmable controller)
programming. This standard lays down the specifications for standardized PLC control pro-
grams.

GX IEC Developer Beginner's Manual 2—-1



Introduction to the IEC 61131-3 Standard Getting to Know GX IEC Developer

2.2 Introduction to the IEC 61131-3 Standard
IEC 61131-3is the new international standard for PLC programs, defined by the International
Electrotechnical Commission (IEC). It defines the programming languages and structuring
elements used for writing PLC programs.
Structured Programming
The structured programming approach replaces the former unwieldy collection of individual
instructions with a clear arrangement of the program into individual program modules. These
modules are referred to as Program Organisation Units (POUs), which form the basis of this
new approach to programming.

Fig. 2-1:
Program organisation units (POUSs)
are used to implement all
] Ks.
programming tasks
Program Modules

There are three different classes of POUs, classified on the basis of their functionality:
® Programs
® Functions
® Function blocks
POUs declared as functions and function blocks are effectively programming instructions in
their own right, and they can be used as such in every module of your programs.

2-2 2 MITSUBISHI ELECTRIC



Getting to Know GX IEC Developer Introduction to the IEC 61131-3 Standard

The final program is assembled from the POUs that you define as programs. This process is
handled by the task management, in the Task Pool. Program POUs are put together in groups
referred to as Tasks.

~
J

Vs N\ Fig. 2'2:
POU-Pool L] The program POUs are grouped
together in tasks.

Y
N
>
N

POU 1
Program POU 1
POU 2
Function POU3
POU 3 —
FOU 4 —
Program
POU 5 s A
Function block Task 2
A N
POU 6
Program I POU 6
Program
e
POU 8
Function
_ J

p < Fig. 2-3:
Main PLC program In turn, all the tasks
N N
are grouped together
( 1 ( ) [ ) | | toform the actual PLC
Task 1 Task 2 Task n o Torm the actua
N AN Y N Y, program.
) N / \
POU 1 POU 6 POU n-1
Instructions Instructions Instructions
Functions Functions Functions
Function blocks Function blocks Function blocks
) N s \
POU 3 POU 7 POU n
Instructions Instructions Instructions
Functions Functions Functions
Function blocks Function blocks Function blocks
—— . J . J
POU 4
Instructions
Functions
Function blocks
—
—
. J
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Introduction to the IEC 61131-3 Standard

Getting to Know GX IEC Developer

The Sequential Function Chart language (SFC) is also an aid for writing structured
PLC programs. It is particularly well suited for programming sequential operations.

Initial step

\
CF Transition CF Transition
Step Step

Transition gj Transition

I

Step

Transition

Programming Languages

Fig. 2-4:

An SFC sequence consists of a series
of steps and transitions

(transition or continuos conditions).

The actual PLC program code contained in the program organisation units (POUs) and the
steps and transitions of an SFC sequence can be written in any of the available programming
languages. The language used will depend on the nature and size of the programming task.

® The Text Editors:
Instruction List (IL)
Structured Text (ST)

® The Graphical Editors:
Ladder Diagram (LD)
Function Block Diagram (FBD)
Sequential Function Chart (SFC)
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Getting to Know GX IEC Developer

Introduction to the IEC 61131-3 Standard

Variables

Before you can actually start writing a PLC program you must first decide what variables you
are going to need in the program module you are working on. Each POU has a list of local vari-
ables. These are the variables that can only be used within the POU they are defined and
declared for. The global variables, which can be used by all the POUs in the program, are

declared in a separate list.

Header

Body

I

| Local

| variables
of

| Pou1

|

PLC program of POU 1

N\

Global /

Header

Body

variables \

/

S

Local
variables

PLC program of POU 2

Fig. 2-5: Global and local variables
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Basic Terms Used in IEC 61131-3

Projects

3

3.1

Projects

Basic Terms Used in IEC 61131-3

Every GX IEC Developer project consists of the following elements:
@® The Library Pool:

- the programming instructions contained in the standard library
- the programming instructions contained in the manufacturer library

The PLC parameters

The tasks in the Task Pool

The structured data types in the DUT Pool

The global variables

The program organisation units in the POU Pool

MELSES .= Fig. 3-1

3l Project [c:\MELSEC]:
' Library_Pool
£-E Parameter
E Module Configuration
.,.I‘” Hetwork
L@ PLC
[—]L{B Task_Pool
(})* MAIM_LD (Pric = 31, Event = TF
35 DUT_Pool
L*’ Global_VYars
=& POU_Pool
Eﬂ[g"‘ MAIM_PRG_LD [PRG]
g Header
oLk Body (LD

1 | W

@ Frojeck |82, caltres | B2 Lsedby |

The program element objects are displayed in the
Project Navigator window.

GX IEC Developer Beginner's Manual



Program Organisation Units (POUs) Basic Terms Used in IEC 61131-3

3.2 Program Organisation Units (POUs)

Each program organisation unit consists of
® a header and
@® abody.

The variables to be used in the POU are defined (declared) in the header.

=y POU_Pod 158 WARH_PTIG_LID [PRG] Haadar
' gk PRG_ LD [Pra) e e e
' Hesds

ok Boe L0

4 45" Pa UM INT)
+ B Py J[PRG]
e Pou_d PRG]
W 0 P 5 [PRE]
w OF Pou BPRG]
 UF P T FRE]
407 [Pon B [PRG]

Fig. 3-2: POU header (top) and POU body (bottom)

The body contains the actual PLC program.

POUs are divided into three classes on the basis of their functionality:
® Programs [PRG],

® Functions [FUN] and

® Function blocks [FB]
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Basic Terms Used in IEC 61131-3

Programs, Function Blocks and Functions

3.3

Programs, Function Blocks and Functions

p N N/ Fig. 3-3: '
Program Function block Function Programs, function
N VN VN blocks, and functions
Y Y Y
Programming Programming Programming
instructions instructions instructions
— — —
S  EEEEE—  EEEEE—
Function Function )
blocks blocks Functions
— — -—
S  EEEEE— D ———
Functions Functions
— —
N\ J J

The program POU is the standard program organisation unit. Program POUs can contain pro-
gramming instructions from libraries, functions and function blocks. The execution of the pro-
gram POUs is controlled by tasks.

POUs declared as functions or function blocks are independent program elements.
They function effectively as programming instructions that can be replaced whenever neces-
sary, and they can also be used in other program modules, just like ordinary instructions.

NOTES

Function blocks can be called by program POUs and other existing function blocks, but not
from functions. The function blocks themselves can contain programming instructions from
the libraries, functions and other existing function blocks.

Function blocks pass one or more output variables as their result. All the values of the output
variables and the internal values within the function block are stored for the following
execution of the function block. These values are then used the next time the function block
is invoked. This means that invoking the same function block twice with the same input
parameters does not necessarily result in the same output values!

Functions can be called by program POUs, function blocks and other existing functions.
Functions can contain programming instructions from the libraries and other existing
functions.

Functions always pass an output value, and they do not store any internal status information.
Thus, you should always get the same output value every time you invoke a function with the
same input parameters.

Item Function Block Function

Internal variable storage Storage No storage

Instancing Required Not required
No output

Qutputs One output One output

Multiple Outputs

Always delivers the same output
value

Repeated execution with same
input values

Does not always deliver the same
output value

Tab. 3-1:

Differences: Function Blocks and functions

GX IEC Developer Beginner's Manual



Parameters and Instancing Basic Terms Used in IEC 61131-3

3.4

Parameters and Instancing

Functions and function blocks have formal parameters and actual parameters. Formal
parameters are the variables used when a function or function block is created. The formal
parameters of the programming instructions in the standard and manufacturer libraries are not
visible to the user. Actual parameters are the variables that are passed to the function or func-
tion block instance (copy) when it is used in another POU. Actual parameters can be defined
variables, hardware addresses or constants.

Clags Idanidiar T|pl ] Initial

] Cxrnmnrit
0vAR CONETANT = Iy (7 Fid SE roul variably
=10uT BO0L FALSE Ot wirsatde

il | ]
Fig. 3-4: The program organisation unit POU_9 is a function block
[FB]. The variables "IN" and "OUT" used in this program
module are declared in the header. "IN" and "OUT" are
the formal parameters.

Function blocks can only be called as instances. The process of "instancing”, or making a
copy of the function block, is performed in the header of the POU in which the instance is to be
used. In this header the function block is declared as a variable and the resulting instance is
assigned a name. Note that you can declare multiple instances with different names from one
and the same function block within the same POU. The instances are then called in the body of
the POU and the actual parameters are passed to the formal parameters. Each instance can
be used more than once. For details on activating instances of function blocks in the individual
editors please refer to the chapter "Programming Languages".

i2f POU_4 [PRG] Header

Class [dentifier Type Initial Comment
0/vAR  *f Reset POUS 4 Instance
1 vAR ® Timerst BOOL i FALSE
2(vAR  *f Comeln BOOL +f FALSE
M POU_4 [PRG] Body [LD] [_[C

........... F]OU_Q ‘ . . . . . . . . . .
------ TimerS1—— 1 ouUT —=«Comeln- - - - - - -

Fig. 3-5: "Reset" ID an instance of function block POU_9.
“IN" and "OUT" are the formal parameters;
"TimerS1" and "Comeln" are the actual
parameters of the instance.
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Basic Terms Used in IEC 61131-3 Tasks

3.5 Tasks

A task contains one or more program organisation units declared as programs [PRG].
The task controls the processing of these programs by the controller.

EL('_L) Task_Pool
(R 3 121N LD [Prio = 31, Event = THUE]
" TASE_2 [Prio = 31, Event = TRUE)

3% DUT_Pool

_____ {4 Global Vars 22 MAIM_LD (Prio = 31, Event = TRUE]
=3¢ POU_Pool POU narme . Comrment
En[g" MAIN_PRG_LD [PRG] alPou 1
I " Header 1 F'uu_3 —
¢ ok Bodp[LD]
%83 Pou_1 [PRG] 2[Pou & I
B8 Pou_2 [PRG] |

83" Pou_3 [PRG]
-0 Pou_d [PRG]
[-8r3" Pou_5 [PRG]
(-3 Pou_B [PRG]

Fig. 3-6: This project consists of two tasks, MAIN_LD and TASK_2.

If a project contains more than one task you can define execution conditions for the
individual tasks:

— T azk Attibutes Fig. 3-7:

Evert TRLE Event: Execute, if the vqr/ablg ID THUE.

= = Interval: Execute at defined time intervals
Priority: Execute in a defined priority order

rterval: IEI

Priciity: K1
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Variables

Basic Terms Used in IEC 61131-3

3.6

Variables

Variables are similar to operands. They contain the values of inputs, outputs or the internal
memory locations of the PLC system.

A distinction is made between two different variable types, on the basis of their "scope" within
the program as a whole:

@® Local variables

@® Global variables

Local variables: When program elements are declared as Local Variables, GX IEC Developer
automatically uses some of its System Variables as appropriate storage devices within a spe-
cific POU. These variables are exclusive to each POU and are not available to any other rou-
tine within a project.

Global variables: Global Variables can be regarded as “shared” variables and are the inter-
face to physical PLC devices. They are made available to all POU’s and reference an actual
physical PLC I/O or named internal devices within the PLC. External HMI and SCADA devices
may interface with the user program using Global Variables.

Declaring Variables

Before you can begin with the actual programming, you should declare the variables you are
going to use in the project as a whole (global variables) and in the individual POUs
(local variables).

Each variable declaration has the following elements:
Class

Identifier,

Absolute address (global variables only),

Data type,

Initial value (automatically),

Comment (optional),

Remark (global variables only).

IEC61131-3 Verses MELSEC Variables

GX IEC Developer supports program creation, using either symbolic declarations (tag
names), or absolute Mitsubishi addresses (X0, MO etc), assigned to the program elements.

The use of symbolic declarations complies with IEC 61131.3.

If symbolic declarations are used, then the tag names must be cross referenced to real PLC
addresses.

# MITSUBISHI ELECTRIC



Basic Terms Used in IEC 61131-3 Variables

Local Variable List

For a particular POU to access a Global Variable, it must be declared in its Local Variable List
(LVL), in the POU Header.

The LVL can be made up of both Global Variables and Local Variables.

A Local Variable can be thought of as an intermediate result, i.e. if the program performs a five
stage calculation, using three values and ending with one result, traditionally, the programmer
would construct software, which produced several intermediate results, held in data registers
before ending with the final register result.

Itis likely that these intermediate results, serve no purpose other than for storage and only the
final result is used elsewhere.

With GX IEC Developer, the intermediate results can be declared, as Local Variables and in
this case, only the original three numbers and the result, declared as Global Variables.

The Global Variable List

The Global Variable List (GVL) provides the interface for all names, which relate to real PLC
addresses, i.e. I/0 data registers etc.

The GVL is available and can be read by all POU’s created in the project.

GX IEC Developer Beginner's Manual 3-7



Variables

Basic Terms Used in IEC 61131-3

Class

The class keyword assigns the variable a specific property that defines how it is to be used in
the project.

Use in POUs:
Class Meaning
PRG | FUN | FB
VAR X X X Variable that is only used within the POU
Local variable with unchangeable initial value used
VAR_CONSTANT X X X within the POU
Variable passed from outside that cannot be altered
VAR_INPUT — | X | X | within the POU
VAR_OUTPUT — — X Variable passed (output) by the POU
_ _ Local variable passed from outside and passes
VAR_IN_OUT X (output) by the POU, can be altered within the POU
VAR_GLOBAL X — X Global variable declared in the Global Variable List
Global variable with unchangeable initial value
VAR_GLOBAL_CONSTANT X - X declared in the Global Variable List

Tab. 3-2: Available classes

Identifiers and Absolute Addresses

Each variable is given a symbolic address, i.e. a name. This is referred to as the identifier;
it consists of a string of alphanumeric characters and underline characters. The identifier must
always begin with a letter or an underline character. Spaces and mathematical operator char-
acters (e.g. +, -, *) are not permitted.

Examples of identifiers: FAULT
ZEROSIG
LIM_SW_5

When global variables are declared they should also be assigned absolute addresses that
reference the memory location of the variable in the CPU or a physical input or output. If you do
not assign the absolute addresses manually, they are assigned automatically.

When local variables are declared in the header of the POU they are automatically assigned a
suitable memory location in the CPU.

You can use either the IEC syntax (IEC-Addr.) or the MITSUBISHI syntax (MIT-Addr.) to assign
the absolute addresses. Two address columns are available.

As soon as you have entered an address in one of these columns, the other address also
appears. You can enter either of the two address formats in both columns. If, for instance, you
enter a MITSUBISHI address in the IEC column, GX IEC Developer identifies it immediately,
places it in the correct column and produces the matching IEC address in the other column.

IEC Address MITSUBISHI Address Meaning

%QX0 YO Output YO

%IX31 X1F Input X1F
%MWO0.450 D450 Data register D450

Tab. 3-3: Examples of absolute addresses

Use upper case letters only and no spaces or mathematical operator characters
(e.g.+, -, ¥) in addresses.
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Data Types

3.7 Data Types

GX IEC Developer supports the following data types.

3.7.1 Simple Types

The data type of a variable defines the number of bits it contains, how they are processed and
the variable's value range. The following data types are available.

Data type Value range Size

BOOL Boolean 0 (FALSE), 1 (TRUE) 1 bits

INT Integer -32.768 to 32.767 16 bits

DINT Double integer -2.147.483.648 to0 2.147.483.647 32 bits

WORD Bit string 16 0 to 65.535 16 bits

DWORD Bit string 32 0 to 4.294.967.295 32 bits

REAL Floating-point value 3.4 +/- 38 (7 digits) 32 bits
T#-24d-0h31m23s648.00ms

TIME Time value to 32 bits
T#24d20h31m23s647.00ms

STRING Character string max. 50 characters

Tab. 3-4: Available simple data types

NOTE | Please note that not every data type can be processed by every PLC type!

Initial Value

The initial values are set automatically by the system and cannot be changed by the user.

Comment

You can add a comment up to 64 k characters long for each variable.

Remark

You can add additional user information.
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3.7.2

Complex Data Types

Arrays

An array is a field or matrix of variables of a particular type.

For example, an ARRAY [0..2] OF INT is a one dimensional array of three integer elements
(0,1,2). If the start address of the array is DO, then the array consists of DO, D1 and D2.

Identifier Address Type Length
Motor_Volts DO ARRAY [0...2] OF INT

In software, program elements can use e.g. Motor_Volts[1] and Motor_Volts[2] as declara-
tions, which in this example mean that D1 and D2 are addressed.

Arrays can have up to three dimensions, for example: ARRAY [0...2, 0...4] has three elements
in the first dimension and five in the second.

Arrays can provide a convenient way of ‘indexing’ tag names, i.e. one declaration in the Local
or Global Variable Table can access many elements.

Data Unit Types (DUT)

User defined Data Unit Types (DUT), can be created. This can be useful for programs which
contain common parts, for example; the control of six identical silos. Therefore a data unit type,
called ‘Silo’ can be created, composing patterns of different elements, i.e. INT, BOOL etc.

When completing a global variable list, identifiers of type Silo can be used. This means that the
predefined group called ‘Silo’ can be used with the elements defined as required for each silo,
thus reducing design time and allowing re-use of the DUT.

3-10
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3.8

Programming Languages

GX IEC Developer supports five programming languages: Two text languages, two graphical
languages, and one structuring language.

@® Text language:
Instruction List language IL (IEC IL and MELSEC IL), Structured Text ST

@® Graphical languages:
Ladder Diagram language LD, Function Block Diagram language FBD

@ Structuring language:
Sequential Function Chart language SFC

WARNING:

You cannot change the programming language once you have selected it. Even though
it is physically possible to switch to another language, you will lose the entire contents
of the unit's body if you attempt to do so!

3.8.1

NOTE

3.8.2

Networks

In all the editors - with the exception of the SFC editor and ST editor - your PLC program is
divided into a number of program sections referred to as networks. Each network is assigned
a name (the network label) which can be used as a destination for jump (goto) instructions.

| Each network can contain no more than one contiguous circuit unit.

The Text Editors

The following text editors are supported:
® MELSEC Instruction List

® |EC Instruction List

@ Structured Text

The structure of all Instruction List types is identical. Each Instruction List consists of a
sequence of controller instructions. Each controller instruction begins on a new line and con-
sists of a programming instruction and its parameters and variables. However, there are signif-
icant differences in the way the controller instructions are executed.

The MELSEC Instruction List Language (MELSEC IL)

MELSEC Instruction List programs are written following the rules of DIN 19239 and the pro-
gramming rules familiar from the MELSEC MEDOC software. You can only use genuine
MELSEC programming instructions (see Appendix of the Reference Manual). MELSEC
Instruction List programs can only contain MELSEC networks. Access to IEC programming
instructions is not possible.

GX IEC Developer Beginner's Manual 3-11



Programming Languages Basic Terms Used in IEC 61131-3

The IEC Instruction List Language (IEC IL)
The IEC Instruction List language allows you to combine IEC networks and MELSEC networks
in a single program.

The IEC networks are programmed according to the IEC 61131-3 rules, and you can use both
IEC programming instructions and the adapted MELSEC instructions (see Appendix in Refer-
ence Manual).

?

1 LD FALSE Fig. 3-8: o
=T 16 Combined Instruction List
- networks
MELSEC
2 LD Inreguest
MET_01: PLS A100
o
MELSEC || (*Comment™) ——@
ﬂ< 3 LD w100
AN w1
CJ MET_01—0
MELSEC
Number Description
(1) MELSEC network
) Network label To enter the network label "NET_01:"
first double-click on the network bar.
3] MELSEC network
(4] Network bar
(5) Comment text must be enclosed between (* and *) character pairs.
(6] The "CJ" instruction performs a jump to the specified destination network.

Tab. 3-5: Key to figure above

Structured Text (ST)

ST is a text-oriented editor (programming language), similar to PASCAL and supports mathe-
matical functions and a simple creation of loops.

ST body does not contain a network list because it always consists of only one network.

ST is an editor from the IEC 61131 programming standard. The Structured Text editor is com-
patible to the IEC 61131-3.

AIlIEC 61131 (IEC 61131-3: PART3-1992) standard functions are supported.
All MELSEC instructions are supported.

BETEST [PRG] Body [ST] [_[O[x]| Fig. 3-9.
CASE DO + D2 + D3 OF .|| Structured Text body
1,58 —
oo =2
A, -4 -2
D10 =4
ELSE
D10 =6
EMD_CASE;
1] [
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The Accumulator

In the IEC editor the result of each operation is stored in an accumulator directly after execution.
This accumulator always contains the operation result of the last instruction programmed.

NOTE You do not have to program input conditions (execution conditions) for the operations in this
editor. Execution is always based on the contents of the bit accumulator.

Example V  The following illustrates the difference between programming in the MELSEC and IEC editors.
We want to program the addition DO(5)+D1(10) = D2(15) to be executed when input X0 is active.

o
4 LD b o Fig. 3-10:
JMPCH Mext © Code for the addition ...
LD oo
ADD D1 §>o . ,
5T D2 ... In the IEC editor
a LD 3
MNext: ST h10
B LD 0
MELZEC || ADD oo =) L2 | ... in the MELSEC editor
Number Description
(1) The bit accumulator is undefined at the beginning of the network.
(2} The accumulator now contains a value of 0 or 1, depending on the state of input X0.

The JMPCN instruction (JumpConditionalNot) will be executed if the value in the accumulator is 0.
The instructions in section @ are skipped and the program branches to the "Next:" network.

L34 If the value in the accumulator is 1, JMPCN is ignored and the instructions in @ are executed.
The accumulator then still contains the status of X0, i.e. 1 in this case.

(5) Writes the contents of data DO, i.e. 5, to the accumulator.
(6) Adds the value in DO to the value in D1. After the addition the result (15) is stored in the accumulator.
(7] Stores the result of the addition to D2. The accumulator still contains the value 15.

Tab. 3-6: Key to figure above

GX IEC Developer Beginner's Manual 3-13



Programming Languages Basic Terms Used in IEC 61131-3

Calling Function Blocks

Function blocks can only be called as instances, using the following operators:

CAL (Call)
CALC (CallConditional))
CALCN (CallConditionalNot)

CAL is always executed. CALC and CALCN first poll the status of the bit accumulator; they are
executed only if its value is 1 (CALC) or 0 (CALCN).

The instance name is assigned in the header of the POU. The actual parameters must then be
passed to the formal parameters in the code programmed in the body.

22 POU_3 [PRG] Header _[O| Fig. 3-11:
22 - - - ]
Class [dentifier Type Initial Cammen. The formalparameters
of function block
0[var — *f Resst o POUS 4 Instance  POU 9 are "IN" and
1 WAR ¥ Timer31 BOOL  #} FALSE "OUT". Actual
2 WAR  *f Comeln BOOL ) FALSE parameters "TimerS1"
(= POU_3 [PRG] Body [IL] !EI and "Comeln " are
——1 0 — passed to these formal
Imetr.
=T Resat M ) parameters.
LD ~ Comeln
= ~Feset. OUT
CAL  Reset()
2 | o 0 _
| CAL ~ Reset(IM:=Timers1,0OUT:=Comeln) (3]
Number Description
(1) Declares the instance "Reset" of function block POU_9.
(2] There are two ways to pass actual parameters to formal parameters.
3] There are two ways to pass actual parameters to formal parameters.

Tab. 3-7: Key to figure above
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Calling Functions

When you call a function, you must pass the necessary actual parameters to its formal param-
eters.

A total of n - 1 actual parameters are assigned to every function, where n = total number of
function parameters. This is because the first parameter must always be written to the bit accu-
mulator with the LD instruction.

Example V Fig. 3-12:
: :[\),ERAGE : g?mm Use of "Average”, a function written by the user in IEC IL

language. The function has 4 input parameters.

The "Average" function is programmed to perform the following operation:
(DO + D1 + D2 + D3) : 4.

When the function has been executed the bit accumulator contains the resulting average value
of the four input parameters.

A
LD must also be used to pass the first parameter for the EN/ENO functions
(e.g. E_ADD, E_MUL, E_XOR). Their first parameter is always the Boolean EN input
(EN = ENable).

Example V Fig. 3-13:
- LD i, This writes actual parameter X0 to the EN input. The 3
E_aDD 0a,D1,02 . iy
& parameters for execution of the addition are programmed
with the function itself.

The "E_ADD" function performs the following operation: DO + D1 = D2.

Following execution of this function the bit accumulator will contain the status of the ENO
output (ENO = ENable Out), which in term has the same status as the EN input.
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3.8.3

NOTE

The Graphical Editors

The Ladder Diagram Language (LD)

You can use all available programming instructions in the ladder diagram language
(see Appendix in Reference Manual).

Ladder diagrams consist of contacts (break and make contacts), coils, function blocks and
functions. These elements are linked with horizontal and vertical lines, referred to as intercon-
nects. These interconnects always begin at the power bar on the left, which is sometimes also
referred to as the rail.

| Each network can contain no more than one contiguous circuit unit.

The functions and function blocks are displayed as shaded blocks in the editing window.
In addition to their input and output parameters, some also have a Boolean input
(EN = ENable) and a Boolean output (ENO = ENable Out).

o0 e

EQ_E \
3 EN ENOD — RST M | @
RealTime—— _In — EN MO l—-
@ 1440— N o d | RealTime

Fig. 3-14:
Graphical programming in the
ladder diagram editor

6]

/

Light o Light2 @
\L 5

Il ps >

Car park lighting

Number Description

Network bar

Power bar

Input variable

Output variable
EN input
ENO output

Output variable

Contact
Coil

Comment

®0 0006000

Tab. 3-8: Key to figure above
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Calling Function Blocks

Function blocks can only be called as instances. The instance name must be declared in the
header of the POU.

In the ladder diagram editor, the name of the function block is displayed inside the shaded
block. The instance name declared in the header must be entered directly above the block.
Then the actual parameters must be passed from outside to the formal parameters shown
inside the block.

Class Identifier Type Initial Comment F’g 3-15:
0[vaR Jpreset @ POUS 7 Instance Calling function blocks
1 WaAR 2 Timer 51 BOOL #: FALSE
2 WAR 2 Comeln BOOL #: FALSE

Instance
Fal_4
1M ouT L2}
Reset
FQU_9
I ouT 3]
Reset
FOl_4
Tirners1 IN ouT Caormeln 9

Number Description

(1) Declaration of "Reset", an instance of function block POU_9.

) Activation of function block POU_9. The word "Instance" above the shaded block indicates that
you must enter the function block's instance name here.

(3] The instance name "Reset" has been entered.

o Next, the actual parameters "TimerS1" and "Comeln" are passed to the formal parameters
"IN" and "OUT".

Tab. 3-9: Key to figure above
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The Function Block Diagram Language (FBD)

In the function block diagram language you can also use all programming instructions (see
Appendix in Reference Manual). They are displayed as shaded blocks which are connected
with the horizontal and vertical interconnect lines. Power bars are not used in this language.

In addition to the normal input and output parameters some blocks also have a Boolean input
(EN = ENable) and a Boolean output (ENO = ENable Out).

(1) o Fig. 3-16:
® AN Graphical programming in the
Cameln— | function block language editor
Dirive Out—o ? T
Alarm—o
o TIMER_M |
= EM EMO
TimerTC1 TCail
TimerTN1 T+alue
AND @
— Barrier1
TimerT3 -y
RST M ‘
—— EM  ENO r
TCDmeIn
L—BarrierRequest

Number Description
(1) Network bar
(2] Input variable (normal)
(3] Input variable (negation)
(4] Function
(5) EN input
(6] ENO output
7]

Output variable

Tab. 3-10: Key to figure above

Calling Function Blocks and Functions

In the function block language, function blocks and functions are called in exactly the same
way as in the ladder diagram language.

3-18
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Programming Languages

NOTE

The Sequential Function Chart Language (SFC)

SFC is a structuring language which allows clear representation of complex processes.

| The program is the only available program organisation unit (POU) in this language.

The basic elements of the SFC language are steps and transitions.

From 0 to n actions can be assigned to each step. An action can be a Boolean variable (output
orrelay) ora PLC program. These programs can be written using any of the editors - including
the Sequential Function Chart language itself. All actions are listed in the Action_Pool in the

Project Navigator window.

Each transition is assigned a transition condition. Transition conditions can be written using
any of the editors - except Sequential Function Chart itself. All transitions are also listed in the
Project Navigator window. Transitions pass control to the next step in the program sequence

when their condition evaluates as logical true.

o P Paymert[PRG] @

..... fJ Header

=-sf Body [SFC] ©

L Aok TR_AmountDE [LD]
- B TR_AmountwRONG [IL]
..... Aok TR_Caloulated [LD]
. e lE TR_End[IL]
Elli} Action_Pool

..... Aok A_caleulate [LD]
----- Aot A_Exit [LD] \6
g il

Sample SFC project

Number Description

The "P_Payment" program organisation unit, which is declared as a program [PRG].

The header contains the POU's variables.

The PLC program was written with the SFC editor.

The individual transitions can be written with different editors.

©0|®06C

The Action Pool contains the individual actions, which can also be written in different editors.

Tab. 3-11: Key to figure above

Assignment of actions to steps and of transition conditions to transitions is performed with the

following toolbar icons:

Fig. 3-18:
@ Activate action/transition condition

+ I Fig. 3-19:
L) Deactivate action/transition condition

GX IEC Developer Beginner's Manual
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NOTE

Sequencing Rules

A sequence always begins with an Initial Step, identified by a double outline. The initial step
does not have to be at the physical beginning of the sequence, it can also be placed in other
locations.

Steps are displayed as shaded blocks with names. Transitions are shown as small boxes
placed directly on the vertical connecting lines between the steps.

Only one step can be active at any one time; this also applies in sequences with selective
branching. A step is activated when the directly preceding step is deactivated and the transi-
tion condition (i.e. the continue condition) is satisfied. If the continue conditions of two or more
transitions are fulfilled at the same time in a sequence with selective branching, execution pri-
ority is defined by the order of the sequences from left to right. This means that only the
sequence thatis furthest to the left will be executed. Even if their continue conditions are satis-
fied, the sequences further to the right will not be executed.

Fig. 3-20:

S ‘ o Graphical programming in the
Sequential Function Chart editor

TR _Arnoun TR_Amaun
o - tOK © ’JtWRONG

S_Calcul (2]
ate
TR_Calcu
© ’Jlated
S_Euxit (2]
o | | TR_End
ﬁ*’m (5]
Aga
——0
Number Description
(1) Initial step
(2] Step
(3] Transition
(4) Jump exit point
(5) Jump entry point
(6] Final step

Tab. 3-12: Key to figure above

Sequences can also contain left and right "divergences" and "convergences" (i.e. alternative
branches for different transition conditions). These branches are identified by a double hori-
zontal interconnect lines.

Jumps are also allowed within sequences. These are effected with exit points (jump instruc-
tions) and entry points (labels).

Every step can be declared as a macro step, consisting in turn of a sequence. Macro steps are
identified by two additional horizontal lines within the block. The only limitation on the nesting
depth is the memory capacity of the controller.

You will find more detailed information on the sequencing rules of the SFC language in the
Reference Manual.
You can find a detailed example in Chapter 6 of this manual (Step 6).
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Hardware Requirements

4 Installation

4.1 Hardware Requirements

4.1.1 Recommended Hardware Configuration

Pentium Il 350 processor or above

64 MB RAM (Microsoft Windows® 2000)
128 MB RAM (Microsoft Windows® XP)
1024 MB RAM (Microsoft Windows® Vista)

Serial interface (RS-232)

USB port

Hard disk with at least 200 MB free space
CD/DVD-ROM drive

17" (43 cm) VGA monitor (1024 x 768 pixels)

4.1.2 Software Requirements

GX IEC Developer is a 32-bit product. The following operating systems are supported:

Microsoft Windows® 2000 Professional (with ServicePack 2 or higher)
Microsoft Windows® XP Professional (up to ServicePack 3)

Microsoft Windows® XP Home Edition (up to ServicePack 3)
Microsoft Windows® Vista (82-Bit) (up to ServicePack 1)

Versions of Microsoft Windows which are based on double-byte character sets
(e. g. Japanese) are not supported.

4.2 Copyright

WARNING:

This software is protected by copyright. By opening the distribution disks package you
automatically accept the terms and conditions of the License Agreement. You are only
permitted to make one single copy of the original distribution CD-ROM for your own
backup and archiving purposes.
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4.3

4.3.1

4.3.2

4.3.3

Installing GX IEC Developer

During the installation procedure the setup program will create a directory on your hard disk to
copy all the GX IEC Developer files into.

Installing GX IEC Developer on your hard disk

@ Make sure that the correct Microsoft Windows version is properly installed on your computer.
For information on using Microsoft Windows please refer to the Windows User's Guide.

@ Start Microsoft Windows.

® Insert the installation CD-ROM in the CD-ROM drive.
The GX IEC Developer installation program starts automatically
(if not, execute the file SETUP.EXE on the installation CD-ROM).

Follow the instructions that appear on the screen.
Enter the user name, company name, and serial number of the software.

Follow the instructions that appear on the screen.

QO ®O®

When the installation procedure is finished the program will create a new program group in
the Start menu containing the GX IEC Developer program icon.

For further details on the necessary Microsoft Windows procedures please refer to your
Microsoft Windows documentation.

Starting GX IEC Developer

@ In the Start menu click on the GX IEC Developer program icon. The icon is located in:
Start > Programs > MELSOFT Application > GX IEC Developer. This starts GX IEC De-
veloper and displays the start-up screen.

@ Confirm with the &= key.

Quitting GX IEC Developer

You can quit GX IEC Developer directly at any point in the program by pressing the key combi-
nation _aJr.
Or:

Click on the Quit command in the Project menu.
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5 The User Interface

5.1 The Elements of the User Interface

The Project Navigator window and the complete menu bar are both only displayed after open-
ing an existing project or creating a new one (see Step1 in chapter 6 "Getting Started"). The
illustration below shows a variety of different windows: The Project Navigator, PLC Parameter
and the Header and Body windows of a POU. You can resize and arrange the windows on the
screen to suit your individual preferences.

yn,_pae - (0 B [omingans - Comisad [P1V05] Rasby L]
FHal B FH P SemBALRD

O M P o T [ = 1
HAT Pl
Tilshat o
= ML Pasl
WY Conied PG

N b e

Fig. 5-1: User interface

Item Description
(1) Application title bar
(2] Menu bar

Toolbar

Dialogue box
Button

Declaration table (header)

Object window

Vertical scrollbar
Editor (body)
"Maximise" button

"Minimise" button

Status bar

Horizontal scrollbar

066 e 60000060

Project Navigator window

Tab. 5-1: Key to figure above
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5.1.1

NOTE

5.1.2

NOTE

5.1.3

5.1.4

The Menu Bar

The GX IEC Developer menu bar uses the standard Windows procedures. When you select
one of the menu titles in the menu bar, a drop-down list of available commands is displayed.
Commands with an arrow symbol open a submenu of additional commands. Selecting a com-
mand opens a dialogue or data entry box. The menu structure and the available options are
context-sensitive, changing depending on what you are currently doing in the program.
Options displayed in light grey are not currently available for selection.

A list of all menu commands with explanations is provided in the Appendix of the Reference
Manual.

The Toolbar

The toolbar enables you to select the most important menu commands directly by clicking on
the corresponding icons. The toolbar is context-sensitive, i.e. different tool icons are displayed
depending on what you are currently doing in GX IEC Developer.

A complete list of all the available tools and icons is provided at the end of the Reference
Manual.

Windows

GXIEC Developer allows you to edit multiple objects at the same time (e.g.body, header, task). A
window is opened on the screen for each object. You can change the size and position of the win-
dows on the screen as you wish. Objects often contain more information than can be displayedin
the window; when this happens, horizontal and vertical scroll bars are included that can be used
to "scroll" the contents of the windows up and down and from side to side.

The Status Bar

The status bar at the bottom of the screen is used to display information on the current status of
your project. You can disable the status bar if you wish, and you can also configure the informa-
tion to be displayed to suit your needs.
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5.1.5

NOTE

The Project Navigator

The Project Navigator is the "control centre" used for selecting and handling the objects used
in GX IEC Developer. This is the starting place for all operations performed on GX IEC Devel-
oper objects. The Project Navigator window is not displayed until you open a project. Closing
the Project Navigator window automatically closes the project currently on screen.

Using the Project Navigator

In the Project Navigator tree you can expand a branch by clicking on its [+] symbol and col-
lapse a branch by clicking on its [-] symbol. Expanded and collapsed branches are identified
by different symbols [-] or [+] in the tree. You can also expand or collapse branches by
double-clicking on the appropriate branch icons. Double-clicking on the lowest level opens the
window of the object on that level.

/g Global_Vars (4 entries, 29.03.01 13:08:15) /g Global_Vars [4 entries, 29.03.01 13:08:15)
Eﬂg POU_Pool [3 entries. 26.02.01 14:46:19) Eﬁﬂg POU_FPool [3 entries. 26.02.01 14:46:19)
[y 1x 1X[§---ﬂ[§* ILOT [PRG. IL. 01.02.01 14:43:14]

\—v—/} Q[g* MAIN_PRG_LD [PRG, LD, 27.02.01 16:22:171)
-0 #fc01 [PRG, SFC. 26.02.01 14:46:19)

Fig. 5-2: ,Manoeuvring” with the Project Navigator

You can only perform the Cut, Copy, Paste and Delete operations on POU and Task objects. You
can copy and delete multiple objects at the same time. To select individual multiple objects, hold
down the CTRL key and click on the objects one after the other with the left mouse button. To
select a consecutive group of multiple objects, first select the first object with a single click, then
hold down the SHIFT key and click on the last object in the list you want to select.

The Extended Information command in the View menu enables or disables the display of
additional information with the items in the Project Navigator window.

Project Navigator views

Three different views can be selected for the Project Navigator via tabs below the Project Navi-
gator window:

Project

This view gives a total overview of the project. It contains all elements of the project.

Calltree

For this view, the corresponding root items are tasks or also POUs, if they are not related to a
specific task. As subitems all used POUs are shown. Additionally, it can be defined per object,
if used global variables should also be shown.

Used by

This view has exactly two root items. The first root item is the POU pool with its POUs as nodes.
Subitems of the POUs and global variables are always POUs calling respectively using the cor-
responding POU or global variable.
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5.2 Declaration Tables
The local variables of program organisation units (POU Header) and global variables are
defined in declaration tables.
=2 Global Variable List
Class Identifier MAIT-A ddr. IEC-Addr. Type Initial
0'vAR_GLOBAL = |Matar A1 Yl BOOL _|FALSE
1WAR_GLOBAL > |Register o1 A INT o (1]
2 WAR_GLOBAL = |start2 A3 YalX3 BOOL L |FALSE
3 VAR_GLOBAL = |start3 W4 YalHd BOOL . |FALSE
4WAR_GLOBAL = |startd bl Yal5 BOOL _|FALSE
4 |
Fig. 5-3: Global Variable List
Working with tables
You can access every cell in a table directly by clicking with the mouse. When the insertion
mark (cursor) appears you are in editing mode and can make entries. You can move around in
tables with the following keys and key combinations:
Key Movement
1 Line up
= Cell right
i Line down
| Cell left
[ Step through all cells from left to right
s Teo | Step through all cells from right to left
st g Insert new line
You can also add new lines to a table with the New Declaration command from the Edit menu.
You can insert a new line at the beginning, end of the table or before or after the current line.
Deleting Tables and Lines
Clicking on one of the shaded line number boxes at the left selects the corresponding line.
Clicking on the empty uppermost box in the number box column selects the entire table. You
can then delete the selected line or table by pressing the DEL key.

NOTE The program performs these delete operations immediately, without prompting for
confirmation. If you inadvertently delete something you can recover it by selecting the Undo
command in the Edit menu. Undo only works if you select it directly after the delete
operation, however!

Formatting Tables
You can adjust the width of the table columns to suit your individual needs. Move the mouse
pointer to the dividing line between the shaded column title boxes, so that the pointer changes
to a double-headed arrow. Then press and hold the left mouse button and drag the shaded
dividing line until the column has the desired width.
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5.3 The Editors

Your PLC programs are always divided into a number of logical program sections - referred to
as "networks". These networks can be assigned names (labels) which can then be used as
jump destinations within the PLC program. New networks are inserted with the New Network
command in the Edit menu.

To open an editing window, simply double-click on a Body entry in the Project Navigator window.

Text Editors

® |EC Instruction List
® MELSEC Instruction List
@® Structured Text

Graphical Editors

® Ladder Diagram
® Function Block Diagram

® Sequential Function Chart
Please refer to the Reference Manual for full details on using the SFC language.

5.3.1 Using the text editors

All cursor movements and editing functions are similar to those of a standard word processor.
The following additional conventions also apply in the text editors:

@ To activate editing mode, click on the surface of a network with the mouse pointer.

® Each program line contains one controller instruction, with the following syntax:
Operator TABSTOP Operand(s)

@® The operator and the operands must always be separated by tabstops.

® Pressing F2 when the cursor is in the first column displays a list of available programming
instructions; pressing it in the second column displays a list of available operands
(variables).

® You can also enter optional comments, which can be one or more lines long. Comments
must be enclosed between (* and *) characters.

@® You can move around in the program lines with the normal cursor keys.
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5.3.2

NOTE

Using the graphical editors

Working in the graphical editors is similar to using a drawing program. You can add elements to
the networks in the editing windows by selecting symbols in the toolbar and with the com-
mands in the Tools menu. The following elements are available:

Contact (input, LD only)
Coil (output, LD only)
Programming instructions
Input variable

Output variable

Return instruction

Jump label

Comment

Once you have positioned the elements, you then connect them with one another using inter-
connect lines.

| In Chapter 6 (Step 6) you will learn how to use the different editors
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6 Getting Started

This chapter contains an introductory outline of all the steps required to create a new project
with GX IEC Developer, with clear instructions on the procedures necessary in each step.

Steps Page
Step 1 Creating New Projects 6-2
Step 2 Creating Tasks 6-4
Step 3 Declaring Global Variables 6-5
Step 4 Creating Program Organisation Units 6-7
Step 5 Programming POU Headers 6-8
Step 6 Programming POU Bodies 6-9
Programming examples: @ Inputs and outputs in LD

@ Sum function in FBD

@ /O signal configuration parameters
e Timers in LD/FBD/IL

® Sequential Function Chart language

Step 7 Checking PLC Programs (syntax check) 6-36
Step 8 Configuring Tasks 6-37
Step 9 Compiling Projects 6-39
Step 10 Communications Port Setup 6-40
Step 11 Downloading Programs to the PLC 6-41
Step 12 Monitoring Programs 6-42
Step 13 Uploading Data from the PLC 6-43
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6.1

Step 1: Creating New Projects

How to create a new project

@ Select New in the Project menu.

@ This displays the Select PLC Type dialogue box. Select your PLC in the PLC Type field
and confirm your selection with OK.

Select PLC Type Fig. 6-1
PLE series CPU type selection
PLE type Cancel |
[P /22 =

(® The New Project dialogue box is displayed. Select or enter the path under which you wish to
store the new project.

@ Enter a name for the new project at the end of the path (the project name is also the name
of the subdirectory/folder in which it is stored). When you are satisfied, click on the Create
button to create the project.

Fig. 6-2:

Proiect Path In this example a project called

PROJ_NEW is being created in the
subdirectory D:\PROJECTS.

Please note that PROJ_NEW is not a
single file, but rather a subdirectory created
by GX IEC Developer to contain all the
project files.

|d: Wprojectzhprol_new
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® In the dialogue box GX IEC Developer New Project Startup Options click on the Empty
Project option button and confirm with OK.

GX IEC Developer New Project Startup Options il

Fleaze choose one of the follawing azsistance options for creating
wour new project.

@ | adder Diagram  Create a simple project consisting of one tazk and optionally a Sub
B tazk. Each task containz one Ladder Diagram POL [Frogram
Organization Lnit].
™| Include & Subtask

i~ MELSEC IL Create a simple project consisting of one task and optionally a Sub
a tazk. Each task containz one MELSEC IL [MELSEC Instruction List]
FOLU. Only the programming language MELSEC IL iz available in the
project.
™| Inclhude a Sub task

" Project Stucture  Start the interactive Praject Structure Builder Assistant. v'ou'll be
guided through several steps, creating tasks and POUs depending on
pour gelections.

" Empty Project Don't use ary assistance to build your project, just create an empty
one containing no tasks or POUs.

LCancel |

Help |

Fig. 6-3: GX IEC Developer then creates the empty
new project as defined.

As soon as you have created a new project the Project Navigator window is displayed on the
screen automatically with all the standard entries for the project.

proj_new 1= Fig. 6-4:

il Project [c:\tempiprol_new] (0412 02 08:12-29] i i i
= j Library Pool [2 entries. 15.11.02 10:51:57] ProjeCt NaVIgator ShOWIng Standard

=] zgrame:er (04.12.02 08:12:12) entries for the project and the optionally
PLC [(04.12.02 08:11:21 . .. , .

A Tash Pool (0 caties. 15.191.02 10:51:56) activated additional informations

'%E DUT_Pool [0 entries. 15.11.02 10:51:56]

L@ Global Yars [0 entries. 15.11.02 10:51:56]

Eﬂg POU_Pool [0 entries. 15.11.02 10:51:56]

The project entries are displayed in a hierarchical tree structure, which always contains the fol-
lowing standard components:

— Project Name

— Library Pool

— PLC Parameters

— Task Pool

— Data Unit Types Pool

— Global Variables

— Program Organisation Units

Additional information is optionally displayed in brackets behind each entry in the Project Navi-
gator window. You can activate the display of these details by clicking on Extended Informa-
tion in the View menu (a v check mark is displayed next to the option when it is enabled).

The standard GX IEC Developer window background colour is light grey. You can change all
the colours to suit your personal taste with Colors in the View menu.
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6.2

NOTE

NOTE

Step 2: Creating Tasks

How to define a new task

@ Select the Project Navigator window.

@ Select New in the Object menu, then select the Task option.
Or

Click on the New Task icon in the toolbar:

TSk

This tooliconis only displayed in the toolbar when the Project Navigator window is displayed
on the screen, i.e. when a project is open.

The New Task dialogue box is displayed.

Fig. 6-5:
Name: [Task_Mard oK | Defining a new task
Cancel |

(® Enter a name (max. 32 characters) for the new task and confirm with OK. GX IEC Developer
then creates the task and displays the name in the Task Pool in the Project Navigator window.

Assignment of the program organisation units (POUSs) to the tasks and definition of the task
attributes will be performed later on in Step 8.
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6.3 Step 3: Declaring Global Variables

How to declare global variables

@ Double-click on the Global_Vars branch in the Project Navigator. This opens the Global
Variable List window on the right hand side of the screen, containing the declaration table
for entry of the variables.

Class

Identifier MT-Add| IEC-Addr. | Type Initial | Camrr

0lvAR GLOBAL =/

Fig. 6-6: Declaration table of Global Variable List

global varia

© ® e ©

ble.

open the Type Selection dialogue box.

Type Selection E3

Librarigs:

— Tupe Class

* Simple Types
" Data Unit Types

" Eunction Blocks

BoOL
DINT
waRD
IMT

REAL
STRING[ZZ]
TIME
WwORD

| | ]

[ o |

Cancel | Help |

Click in the first cell in the Class column with the mouse cursor, then click on the up arrow
button and select VAR_GLOBAL or VAR_GLOBAL_CONSTANT.

Press =] to move to the Identifier column, then enter the identifier for your first global variable.

PressZ=] to move to the MIT-Addr. or IEC-Addr. column. Enter the absolute address of the

Press =] to move to the Type column and click on the up arrow button with the mouse to

Fig. 6-7:
Data type selection

® Select Simple Types in the Type Class field.

@ Select the appropriate data type from the list on the left.

The initial value in the Initial column is assigned automatically and cannot be changed by the user.

If you want to enter a comment text for the variable press =] to move to the Comment co-
lumn, then enter your text.
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NOTE

(® To enter another variable,

— If the editing cursor is active in the Comment column (white background with blinking

cursor), you can create a new variable declaration line by pressing .

Comment Fig. 6-8:
|— Entering another variable

or

Select any cell in the last line of the table and press shitze],

[T AT T _M'I1-M|:|_I|.TI: A | Iy |l il _Cnrrmlnut Rizrnzh

ofvAr cLosaL =

Fig. 6-9: Entering another variable

or
Select New Declaration in the Edit menu and then select the position in which it is to
be inserted from the submenu.

or

Copy an existing declaration line: First select the line by clicking on its number button at
the left, then press ¢l to copy it to the clipboard. Then select the insertion position by

+E L
clicking on the appropriate number button and press one of the icons B "E toinserta
new line above or below the selected line. Click on the number of the new line and press

[en]v] to overwrite the new line with the copied line from the clipboard.

Save your new entries with Object - Save.

| The terms identifier, address and data type are defined and explained in Chapter 3.
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6.4 Step 4: Creating Program Organisation Units

Program organisation units (POUs) always consist of two main parts, a header and a body.

How to create a new program organisation unit

@ Click on the New POU icon in the toolbar:

This tool icon is only displayed in the toolbar when the Project Navigator window is displayed
on the screen, i.e. when a project is open.

NOTE

@ Enter a name for the new POU and specify whether it is to be created as a program (PRG),
a function (FUN) or a function block (FB). Then select the programming language/editor to be
used for the creation of the PLC program in the POU's body. When you are satisfied that all
your entries are correct select OK to add the new POU to the project.

Fig. 6-10:
Hore. [Fomid o | A new POU called "Control" is being defined and

declared as a "Program" (PRG) type.

"QIass Cancel |

@« PRG ( EUN (" FE

The PLC program in the body of the POU
Language of the Body: is going to be written in ladder diagram language.

Function Black Diagran
Imztruction Lizt

MELSEC Instruction List
Sequential Function Chart
Stuctured Text

Hestlbtipe af ELUHE

|INT =l

The new "Control" POU is then added to the project and appears in the POU Pool in the
Project Navigator window.

Fig. 6-11:

The [+] symbol to the left of "Control” in the project tree
indicates that this entry has subordinate entries that are
currently collapsed. The asterisk in front of the term "Control"
indicates that this POU has not yet been compiled.

=¥ POU_Pool
G- & Contral [PRG]

(® Double-click on "Control" to open the subordinate entries.

: Fig. 6-12:
=-Gg POU_Pool Every POU has two main components: a header and a body
=-ag" 5 containing the actual program in the selected programming

Aok Body[LD] | fanguage.

GX IEC Developer Beginner's Manual 6-7



Step 5: Programming POU Headers Getting Started

6.5

NOTE

Step 5: Programming POU Headers

The POU header is used to declare and store the variables used by the program that the POU
contains. In addition to global and local variables, these declarations can also include instances
of function blocks.

How to program the POU header

(® Check that the Header and Body entries are displayed under the POU entry in the
POU Pool and expand them if necessary (see (3) in Step 4).

@ Double-click on the "Header" entry in the Project Navigator window. This opens a window
containing the declaration table for the header's local variables on the right hand side of
the screen.

(® Todeclare the variables, proceed in exactly the same way as with the global variables in Step
3 above, entering the class, identifier and data type for each variable.

Class Identifier | Type Initial |Cnmment
0vAR -

Fig. 6-13: Declaring variables for the program header

@ Select Save in the Object menu to store your entries

If you wish to enter global variables in the header you can copy them from the global
variables declaration table (J<]) and then insert them in this declaration table ().

The terms class, identifier and data type are defined and explained in Chapter 3.
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Step 6: Programming POU Bodies

6.6

NOTE

Step 6: Programming POU Bodies

The body contains the actual code of the PLC program. The programming language used is
shown in the information in brackets following the "Body" entry in the project tree.

How to program the POU body

(O Check that the Header and Body entries are displayed under the POU entry in the
POU Pool and expand them if necessary (see (3) in Step 4).

@ Double-click on the "Body" entry in the Project Navigator. The editing window of the editor
for the selected programming language is opened on the right hand side of the screen.
It contains one network.

WEDHIID' [PRG] Body [LD] Fig. 6-14:

.................................... . . . . . . . . . Programming a POU body In a netWOfk
editor

If you wish, you can disable the background grid display by clicking on Grid in the View menu
(a v check mark is displayed in the menu when the function is enabled).

You can adjust the size of the background grid with the Environment option in the View menu.
Please note that the value you enter for the grid spacing changes the setting for the entire
screen setup, and not just for the selected programming editor.

® Now you can start writing your PLC program.

You will find programming examples for the various programming languages and editors
on the following pages.

@ Select Save in the Object menu to save the body of your POU.

You can increase the size of the editing area with the mouse. Position the mouse pointer on
the lower edge of the network bar box at the left of the editing window (the pointer changes to
a double arrow when it is over the resize line). To resize the editing area, hold down the left
mouse button, drag the dotted line to the desired position and then release the button.
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6.7 Programming Examples

6.7.1 Inputs and outputs in ladder diagram language (LD)

Programming inputs and outputs in the LD editor

@ In the Project Navigator window, double-click on a program body entry defined with the
ladder diagram language (LD).

@ Click on the “Contact” tool icon in the toolbar.

= i

’E-j’l- |3-|-|- !-H: 5| = ;ﬂ- I Yike =ik b Rd @ Fig. 6-15:

Selecting the "Contact" tool

mtuntml [PRG] Body [LD]

® Move the mouse pointer to the desired position and press the left mouse button to place the
input contact.

dF S Lip L | = i FF vee 2w 29 5 3 Fig. 6-16:

T &l
Placing the input contact

m[ﬁuntml [PRG] Body [LD]

e

@ Click on the “Coil” tool icon in the toolbar.

_ . a Fig. 6-17:
F -]*'- IB'“' HF d = EJI e e < s Selecting the "Coil" tool

1

(® Move the mouse pointer to the desired position and press the left mouse button to place the
output coil.

dF 3 U Lg | = Ak $F e e 20 40 3 Fig. 6-18:

Placing the output coil

AF o
::::%ﬂ*‘:
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® Click on the"Interconnect/Line" tool icon in the toolbar
or
Click with the right mouse button to open the context menu. Select the option “Line”.

EE LRl FFRY ] — 0T g Fig 6-19:
Selecting the "Line" tool

@ Position the pointer over the left network bar and click the left mouse button. Draw a line to
the connection point of the output coil and left-click again.

EE L=l tHe | — ST n o Fig. 6-20:
I Control [PRG] Body [LD] Drawing a connection line

The "?" character that appears above the input contact and output coil symbols serves as dummy,
which you must replace with declared operand names or a direct address (X, Y).

Click on the "Select mode" tool icon in the toolbar. Using the mouse pointer, select the "?"
dummy character over the contact and the coil and overwrite the dummy character with ap-
propriate variable names. Alternatively, you can also press l to display the operand selecti-
on list and select a name from the list.

4 4 Lp Ly Fig. 6-21:

Selecting the "Selection" tool

£ =@
wconlml [PRG] Body [LD]

- Alarm

NOTE For the described procedures the Auto Connect mode is not activated.
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6.7.2 A Sum Function in FBD Language

Programming a sum function in the FBD editor

Steps ) through (® below are exactly the same in the ladder diagram and function block dia-
gram editors. Only the tools displayed in the toolbar are different in each case.

@ In the Project Navigator window, double-click on a body entry defined with the function
block diagram language (FBD).

(@ Click on the “Function Block” tool icon in the toolbar.

. Fig. 6-22:
= — ok Wika Ak 3% =R
E A e ] — s gje b ¢ Selecting the

(] sum [PRG] Body [LD] furcton Bock "Function Block" tool

(® Double-click on the ADD instruction in the selection box displayed.

Fig. 6-23:

Librarnes:; Operators;

Selecting the "ADD" instruction

AND

O
[« | ja| EQ
GE
GT
LE
LT

4 v |MUL =
KX _ILI_I

Lazt Becently Used:

@ Position the mouse pointer and press the left mouse button to place the function block.

4 4 Uk Ly ] = ;ﬂ-Egnn- e =y 3 f Fig. 6-24:

= i
b Placing the function block

{E]} sum [PRG] Body [LD]
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(® Click on the dummy character “?” of the input variable. Overwrite the first dummy character
with the number 12 and the second dummy character with the number 8.

4H Fig. 6-25:
= -[I- -];l- Lo |-|-|i = i Utka SR 3% R
L= ol Bl ¢ Overwriting the
i sum [PRE] Body [LD] dummy character "?"

ADD [

® Click on the dummy character “?” of the output variable and then press [ to display the ope-
rand list. Select "Sum" and confirm with OK.

NOTE The variables will only appear in the operand list if the header in which they are declared has
been saved.

EE b= FFm ] — T n o
(&} sum [PRG] Body [LD] =[0| x|

¥ariable Selection [Mode NewVar) | _ =] x| I
Scope W ariables Clazs
L ISum IV'!_'.‘H j
<[Global Yariables> Identifier
M anufacturer_Lib g
Standard_Lib [Sum
ﬂ Addrezs
Type |
MY - Tupe
Type Class [BOOL [
ISimpIe Types "I Initial
IEC 511313 0 | |FALsE [
WeaR Sur: BOOL = FALSE; Sum ;l Cornrnetit
;I ISum

W Minimize Dialog after apply
) [ | (im Header | Mew Ot |

LCloze | Help | pdate |

Fig. 6-26: Declared variables in the header must have been saved
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6.7.3 I/0 Signal Configuration Parameters

Setting the signal configuration parameters of inputs and outputs

@ Double-click on an input contact, an output coil or the connection point of a variable in
a function block to display the Signal Configuration dialogue box. Select the appropria-
te options, then confirm with OK.

7
% Normal " Negation
© Set [ Beset Cancel |
o
o |/
5
e -+
2
>
2
R¥
AND | @

P
I

B

Fig. 6-27:
Signal configuration

Number

Description

Negated input contact (LD only)

Negated output coil (LD only)

Set output coil (LD only)

Reset output coil (LD only)

Negated input variable (LD and FBD)

0000600

Negated output variable (LD and FBD)

Tab. 6-1:

Key to figure above

6—14
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6.7.4 Timers in LD/FBD/IL

Description of the timer device

All timers must have the following four elements:

TValue: Set point value
TN: Actual value
TC: Output coil
TS: Input contact

£28 Global Variable List

Class [dentifier rAIT-Acddr. |[EC-Addr. Type
0vAR_GLOBAL = | TIMER1C TCO SahdxE 0 BOOL
1%AR_GLOBAL = | TIMERTS TS0 Ym0 BOOL
2 [WAR GLOBAL = | TIMERTM TrO k30 IMT

Fig. 6-28: The elements TN, TC and TS must be declared in the global variables list.

Fig. 6-29:
T'MEF’\J‘P{J | The element TValue is passed to the function directly.

— EM EMO
— TCail
~ Tvalue

The timer example

The following example shows how to program a timer and a function block instance
(see Chapter 3) in ladder diagram, function block diagram and Instruction List languages.

Objective

When "Input1” is set the 100-ms timer "Timer1" must start to count and continue until it
reaches a value of 100. We want "Output1" to be set when "Input2" is set, and we want
"Output1” to be

reset again when the set point value of 100 is reached.

Algorithm:

"Input2" and the timer contact "Timer1S" (TS) are responsible for switching "Output1®.
This function will be performed by the user-programmed function block SET_RST."

"Input1” activates the timer, i.e. it controls the switching of the timer coil "Timer1C" (TC).
The set point value TValue is 100. The timer function will be implemented by using the
manufacturer function TIMER_M.

GX IEC Developer Beginner's Manual 6-15



Programming Examples

Getting Started

Creating the program

Step 1: Program the function block SET_RST

@ Create a POU called "SET_RST" and define it as a function block to be programmed
in ladder diagram language (see Step 4).

@ Enter the following three variables in the header: SET, RST and Q.

® Insert two network circuit blocks in the body.

JEESET_RST [FB] Header

Class Identifier Type 1=
0[vAR_INFUT = |SET Input EOOL o
1[WaR INPUT T |[RST Input BOOL [

2 VAR OUTPUT =@ EOOL
I SET_RST [FB] Body [LD] =] E3
1 SET-Inpu- - - - - @ - - =
11 ()
2 ‘RST-Inpu- - - - - @ .o —
I R) -
- _>I_I

Fig. 6-30: SET and RST are input variables (VAR_INPUT).
Q is an output variable (VAR_OUTPUT).

Qs set when SET is active, and Q is reset when RST is set.
You can configure the S (set) and R (reset) parameters by double-clicking on the coil symbol.

@ Save the header and the body (Object - Save).

® Selectthe "SET_RST" POU in the Project Navigator window and press &=, The following
dialogue box is then displayed:

Function Information E3

Size: 36 Bykes Cancel |
¥ Use Macrocode

Comment...l

Type:
Language:
Lazt Change:

"§ecurit_l,l Lewvel

oI e g g R N T

ILadder Diagram

041202 11:17:44

I

¥ Allow Bead Access for lower Levels

Fig. 6-31:
Function information

® Activate the EN/ENO Contacts check box to assign an EN input and an ENO output to the
function block and activate the Macrocode to create an optimized code.

6-16
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Step 2: Define the global variables

The timer elements TC, TS and TN must first be declared in the Global Variable List. They can
then be called in the header of the POU in which the timer is going to be used. In this example,
the input and output variables are also declared globally.

@ Open the global variable declaration table (see Step 3).

@ Declare the following variables.

=2 Global Variable List _1O
Class |dentifier S MIT-Addr. |IEC-Addr. Type Initial

0wAR GLOBAL = |lInputl ¥0 %lH0 BOOL L |FALSE
1 |WAR_GLOBAL = |Input2 #1 %l BOCL L |FALSE
2WAR GLOBAL = |Outputi Yl E ] BOCOL . |FALSE
3[WAR_GLOBAL = |TIMERIC TCa M50 BOCOL . |FALSE
4 [WAR_GLOBAL » |TIMER1N THO EAGNER] INT .10

5 WAR_GLOBAL = |TIMERTS TS0 Yahdx3.0 BOOL |FALSE

Fig. 6-32: Declaring the global variables

Step 3: Create the Timer POU (ladder diagram)

@ Create a new POU as a program using the ladder diagram language (see Step 4).

@ Open the header of the new POU and declare the following variables:

iS5 SET_RST [FB] Header

Class

|dentifier Type

Initial

WAR
WAR

LN O R

Data
SET_RST1

-
-
-
-

INT
SET_RST

jFALSE

4 |

Fig. 6-33: Declaring the variables in the header

You can speed up this process by copying the variables that you have already entered in the
Global Variable List and inserting them here.

Use global variables = VAR_GLOBAL
Use as local variables = VAR
The variable SET_RST1 is an instance of the function block SET_RST (see Chapter 3 for

details on instancing).

(® Save the header (Object - Save).
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@ Open the body of the POU.

The timer we shall use is a function that is stored in the manufacturer library.

_[Eix| Fig. 6-34:
Scope Opsrators: The timer function is called TIMER_M
T [TIMER_10_FE_M
<Project:
tanufacturer_Lib Eg—E o
Standard_Lib SR E
30l &

~ [TIMER_100_FB M
Last Recently Used: TIMER CONT. Fa_
TIMER_COMTHFE_

TIMER_HIGH_FB_h

Cloze I
Help I

" Funchions
© Function Blocks

Murnber of Ping: I:

TIMER_LOW _FB_I
4 | | 3 I”l 3
~ Operator Type [ Minimize dialog
8l Types after apply
" Operators

You can find instructions on how to insert function blocks in the editing window in the section on

”Sum Function in FBD”.

® Create the following PLC program:
I DEMO_LD [PRG] Body [LD] Fig. 6-35:
Ladder Diagram
1 Input1 TIMER M |
Jp [ EN END program example
TIMER1C —— TCoil
100 —— Talue
SET_RST1
SET RST |
L EN ENO

nput? —— SET Input Q
Timer! 3 —— RST_Input

-

Outputi

W OWE
Timer! N —— _IM ——DATA

The function blocks used in the program can be found in the following libraries:

Manufacturer Library:
Function blocks:
IEC Standard Library:

TIMER_M
SET_RST
MOVE

6-18
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Programming Examples

“Input1”

"Timer1C"

Timer runs for
10 seconds

"Timer1S"

“Input2"

"Output1”

Fig. 6-36: Timer sequence

Timer sequence

The timer sequence begins when INPUT1 is set and the timer starts to run. If INPUT2 is set,
OUTPUT1 is switched on.

When the 10-second period has elapsed, timer contact TIMER1S is set and OUTPUT1 is
switched off again.
If Input2 still remains set or is set, Output1 will be set again.

The lower program block containing the MOVE instruction is only necessary to make it possi-
ble to follow the 10-second sequence in monitoring mode.

Programming the timer in function block diagram language

The following illustration shows how to realize the same program using function block diagram
language:

T DEMO_FBD [PRG] Body [FBD] Fig. 6-37:
; Function Block Diagram
TIMER._ M ‘ program example

Input! —— EN EMNO
TIMER1C —— TCail
100 —— Talue

SET_RET1

SET RST ‘
L En ENG

Input2 —— SET Input Q Cutputl
Timer! S —— RST_Input

MOVE |
TIMERTN —— [N L DATA
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NOTE

6.7.5

Function block diagram language

Timer:

Coil: TIMER2C
Contact: TIMER2S
Actual value: TIMER2N

Programming the timer in Instruction List language

The following illustration shows how to realize the same program using Instruction List lan-
guage:

e DEMO_IL [PRG] Body [IL]

1 LD Inputi

TIMER_M TIMER1C, 100

CAL SET_RSTVHEM:=Inputl, SET Input:=lnput2, RST_Input:=TIMER1S, Q:=0utput1)
2 LD TIMER1M

5T DATA,

Fig. 6-38: Instruction List program example

Instruction list language

Timer:

Coil: TIMER1C
Contact: TIMER1S
Actual value: TIMER1N

Please refer to Chapter 3 for detailed instructions on how to call functions and pass the actual
parameters to the formal parameters of function block instances in the Instruction List language.

Sequential Function Chart Language

You can find a basic introduction to the SFC programming language in Chapter 3 of this manual.
More detailed information is provided in the Reference Manual. The following example is a
step-by-step illustration of the procedures required to create an SFC program using the GXIEC
Developer tools.
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The "Process" sample program

The program is called "Process" and solves the problem using a variety of selective branching
constructs and the Jump instruction.

Pmcess [PEG] Body [SFC]
Initial
_IJTran_1
I
Step 1 Step 1 a ‘
[
[
_'Jlnput2
Step 2
| |
L lInput3 L Inputd _lJInputE
BT P
Jump Jump
Step 3 Step_4 ‘
;JlnputB ;Jlnpuﬁ’
[

Fig. 6-39: The "Process" program

Program execution

® When the PLC is switched to RUN mode "Output1" is set.

@® The transition "TRAN_1" performs a TRUE/FALSE poll of "Input1”. If "Input1” is set
"Step_1"and "Step_1_a" are both activated. "Output2" blinks and "Output3" is switched on
continuously.

@ Thetransition "Input2” polls "Input2". If the latter is set "Step_2" is executed and "Output4”
is set.

® In the subsequent branches to "Input3", "Input4" and "Input5" a variety of program
sequences then execute in parallel.

If "Input3" is set, this activates "Step_3". "Input5" activates the jump exit point "Jump"
which leads to the jump entry point "Jump" and also activates "Step_3". "Step_3" sets
"Output5".

If "Input4" is set, this triggers "Step_4", which then switches "Output6".
® ‘"Input6" and "Input7" lead to the end of the program.
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Getting Started

Creating the program

Perform steps 1 through 8 in the order described.

Step 1: Create the POU

(@ Create a new POU called "Process". Select PRG (program) as the class and Sequenti-
al Function Chart as the programming language (see Step 4).

cr[g* Process [PRG] Fig.
----- o Header

~sf Bodp [SFC]
[l Action_Pool

6-40:

The new "Process" POU is displayed in the Project Navigator.

In addition to the header and the body, each POU written in SFC language also has an action

pool entry in which the actions assigned to the POU are stored.

Step 2: Declare the variables in the header

@ Open the header and enter the local variables to be used in the POU (see Step 3).
Global variables do not need to be declared here, as they can be used directly as glo-

bal variables.
Fig. 6-41:
Class [dentifier Type Initial In ﬂ"liS example only local
variables are used.
0{f\vAR *} Clock pulse ¢ BOOL  +f FALSE
1 VAR | Inputt #BOOL ) FALSE
2| VAR * Input2 #BoOL  +f FALSE
3| VAR | Input3 ¢ BoOL ] FALSE
4| VAR * Input4 +BooL  +f FaLSE
5| VAR | Inputs #BOOL  #fi FALSE
B VAR | Inputh #BOOL ) FALSE
7| VAR * Input? #BoOL  +f FALSE
8| VAR Houtput! ¢ iBOOL  «fi FALSE
3/ VAR Houputz i BOOL  +f FALSE
10| VAR HOutputs 4 BOOL  +fi FALSE
11 VAR | Outputd 4 BOOL ) FALSE
12| VAR Houtputs #BOOL  +f FALSE
13| VAR P Outputs ¢iBOOL «f FALSE
14| VAR Houput7  #BOOL  +f FALSE

Step 3: Open the body

@ Double-click on the "Body" entry in the Project Navigator window.

E2 Process [PRG] Body [SFC]

L ITRUE

Fig. 6-42:

When you open the SFC editor the following
elements are displayed:
- The Initial Step (double outline)

- The transition TRUE

- The Final Step
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NOTE Steps to which no actions are yet associated are shown filled in white. The fill colour changes
to grey when actions are associated. Your current position in the sequence is indicated by a
"block cursor", displayed as a black rectangle around the elements that can be moved
around at will in the editing window with the mouse or cursor keys. The tool icons activated in
the toolbar change depending on the current position of this cursor; you cannot use all the
tools at all positions in a program.

Step 4: Create the sequence

@ Select the "TRUE" transition with the block cursor.

Fig. 6-43:
Selecting the "TRUE" transition

Initial ‘

| TRUE

N

@ Click on the tool icon

=

Inserts a new step and transition pair.

Fig. 6-44:

Initial . .
e Inserted new step and transition pair

(® Select the step you have just inserted.

Fig. 6-45:

il Selected new step
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Getting Started

@ Click on the tool icon
|_|

Initial

(B Select the "TRUE" transition.

Initial

il

® Click on the tool icon

|_I

Inserts a right convergence.

Initial

il

:—
IJ

| TRUE

:

Inserts a right divergence and a new step.

Fig. 6-46:
Inserted new right divergence and step

Fig. 6-47:
Selected "TRUE" transition

Fig. 6-48:
Inserted new right convergence
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Programming Examples

@ Select the "TRUE" transition.

Initial

TRLUE

Click on the tool icon

&=

Fig. 6-49:
Selected "TRUE" transition

Inserts a new step and transition pair.

Initial

il

® Select the "TRUE" transition.

Initial

il

Fig. 6-50:
Inserted new step and transition pair

Fig. 6-51:
Selected "TRUE" transition
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Click twice on the tool icon

|_|

Inserts two right divergences with transitions.

e Fig. 6-52:
Two inserted new right divergences
_
I —

@) Select the "TRUE" transition.

Selected "TRUE" transition

|

TRUE | |
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Programming Examples

@ Click on the tool icon

Ed

Inserts a new step and transition pair.

Initial
_lJ

| TRUE

Fig. 6-54:
Inserted new step and transition pair

@ Click in the empty space next to the step you have just inserted.

A

Fig. 6-55:
Selection rectangle for location of new
step and transition pair
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Getting Started

Click on the tool icon

Ed

Inserts a new step and transition pair.

Iresial

TRLUE

@® Click on the final step.

TRLIE

Fig. 6-56:
Inserted new step and transition pair

Fig. 6-57:
Selected final step
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Programming Examples

Click on the tool icon
|_|

Inserts a right convergence.

Initial

I

@ Click on the left hand step in the bottom row.

Initial

.|

Fig. 6-58:
Inserted new right convergence

Fig. 6-59:
Selected step in the bottom row
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Getting Started

Click on the tool icon

=

Inserts a jump entry point.

TELE

Fig. 6-60:
Inserted jump entry point

Click on the empty space below the free transition.

Instia

TRELE

Fig. 6-61:
Selected position for new item
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Programming Examples

@ Click on the tool icon

>

Inserts a jump exit point.

THRLUE

Fig. 6-62:
Inserted jump exit point

Step 5: Assign names to the steps and the jump exit/entry labels.

@ Click on the element you want to assign a name to. Activates editing mode.

@ Enter the name (Example: "Step_1" through "Step_4" and "Jump").

Initsl

Step

Stop_?

.'-.
Jur;r_‘
Gap_1

step_1_a

Stap_4

Juffi

Fig. 6-63:
Assigned names to the steps and jump
exit/entry labels
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Step 6: Assign transition conditions to the transitions

NOTE You can use transition programs, TRUE/FALSE and Boolean variables (referenced by direct
address or name) as transition conditions.

Assigning and creating a transition program

@ Click on the transition to which you wish to assign a program.
Activates editing mode.

@ Enter the program name (Example: "TRAN_1").

Fig. 6-64:
Entered program name

Initial

T TRAN_T

i

® Click on the tool icon

)

The New Transition dialogue box is displayed, with the program name you just entered.

@ Select the programming language (Example: ladder diagram).

Fig. 6-65:
A o | Programming language selection for transition

Language: Cancel |

Function Elock Diagram
Instruction List

MELSEL Instruction List
Stuctured Text

® Click on OK.
The body of the transition program is displayed automatically.

(® Write the transition program.

M Proce RG] Bod . D . [) Flg 6-66:

1 Transition program
Input? TRAM 1
g 3:

d LS
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Programming Examples

Assigning an existing variable to a transition

(@ Double-click on the transition to which you wish to assign a variable.
Activates editing mode.

@ Enter the name of an existing variable (Example: "Input2" to "Input7").

NOTE | This overwrites the "TRUE" transition condition.

Initial
' TRAN_T

ua

Step_1

Step_1_a

_’JlnputE

———

;Jlnputﬁ

Step_Z
_JlnputS B Inputd
-
Jurip
Step_3 ‘ Step_4
| Input?

1

Inputs

Ju

"

Fig. 6-67:
Existing variables assigned to transitions
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Step 7: Create the actions

@ Select the "Process" POU in the Project Navigator.

® Click on the tool icon
AT

Displays the New Action dialogue box.

(® Enter a name for the action (Example: "Action_1") and select the programming language
(Example: ladder diagram).

Hew Action E3 Fig. 6-68:
Name: [fotion_1 k| Programming language selection for action

Language: Cancel |

Function Block Diagram
Irstruction List

MELSEC Instruction List
Structured Text

The new action is displayed in the Action Pool in the Project Navigator window.

@ Double-click on "Action_1" to open the program editor.

Fig. 6-69:
cr[g“ Process [PRG] New action in the Action Pool in the Project Navigator
gt Header
g_F"EI Bady [SFC)]
Efﬂ Action_Poal
feeLDf Action_1 [LD
® Enter the program.
8 Process [PRG] Action Aktion_1 [LD] Fig. 6-70:
1 Action program
Clock pulse Ou;pth
‘ I (
NOTE Transition and action programs are written in exactly the same way as any other POU. You

can write these programs using Instruction List, ladder diagram or function block diagram
language. The Sequential Function Chart language itself is not supported for these
programs, however.
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Step 8: Assign actions or Boolean variables to the steps

(@ Select the step to which you wish to assign an action or variable (Example: "Step_1").
@ Click on the tool icon

This displays the Action Association dialogue box, which is still empty.

Initial Fig. 6-71:
Opened Action Association
dialogue box

_IJTran_1

S
>

L
_,JlnputE
Step_2

® Press the = key.
This displays the Action Name List box showing the actions and Boolean variables that are
currently available.

@ Select the appropriate action/variable (Example:
“Initial" = "Output1"
"Step_1" = "Action_1"
"Step_1_a" = "Output3"
"Step_2" = "Output4”
"Step_3" = "Outputs”
"Step_4" = "Output6”

Fig. 6-72:

Action Name List

VAR Imputy : BOOL

VAR Cutput? : BOOL
VAR COutputz : BOOL
VAR Outputd : BOOL
VAR COutputd - BOOL
VAR COutputh : BOOL
VAR COutputs : BOOL

VAR Cutput? : BOOL
VAR I Clack nnlse- RO _ILI
»

Ok I Cancel |
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® Close the Action Name List box by double-clicking on the control menu button.
The step will now be displayed with a grey fill colour.

Initial Fig. 6-73:
Fill colour indicates assigned actions or

' TRAN_1 Boolean variables to the steps

ma

|
Step_1 Step_1_a ‘

6.8 Step 7: Checking PLC Programs (syntax check)

How to check your program for syntax errors
@ Select the object to be checked in the Project Navigator window.

@ Select Check in the Object menu
or

Click on the Syntax Check tool icon in the toolbar:

€

If the syntax check program finds any errors they are displayed and explained in the
Compile/Check Messages box.

Compile/Check Meszages = EA Fig. 6-74:
Emars/wamings: Errors are displayed and

Eror: CA0B0 Function block instance not allowed as indout palarr;l eXP/ained in the

¢Procesz [PRG]: i

*Frocaes [FRE] Headsrs Compile/Check Messages box
<Process [PRG] Action:
1 error

(1 warnings

lI I »

¥ Minimize Dialog after show

Shiow | Stop |

® Youcan display the source of any errors found automatically: Double-click on the correspon-
ding error message in the Errors/Warnings list, or select the message and click on the Show
button. This calls the object containing the error, with the source of the error highlighted in
red.

NOTE You can perform syntax checks both on individual objects and the entire project as a whole.
You can also perform separate checks on the header and body of a single POU. Simply
select the object to be checked in the Project Navigator (to check the entire project select the
Project entry at the top of the tree).
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6.9 Step 8: Configuring Tasks

In this section it is assumed that you have already created the tasks for your project
(see Step2). Their entries are displayed in the Task Pool in the Project Navigator tree. Before
you can use them in the program you must first specify the POUs you want to use in the tasks
and configure the task attributes.

How to assign PRG type POUs to tasks

@ Double-click on the task's entry in the Task Pool. A table is displayed on the right of the
screen in which you can then assemble the task by specifying the POUs it is to contain.

5 MAIN_LD (Prio = 31_ Event = TRUE] Fig. 6-75: _
The task configuration table

POL name Comment

Control
a| | 3

()

@ Click on the pop-up listicon in the first table line and select the POU you want to add to the
task in the dialogue box displayed. Confirm your selection with OK. Only POUs defined as
programs (PRG) are included in the dialogue box list. The name of the selected POU will
then appear in the POU Name column in the first line of the table.

NOTE Only POUs that have not yet been included in a previously stored task are included in the
dialogue box list.

Using the =] key, move the cursor to the next cell of the table and enter a comment for the POU
entry in the Comment column (optional).

Repeat step 2 for each additional POU you wish to use in the task. To insert a new table line for
the next POU entry, select New Declaration in the Edit menu, then select the position at which
the line is to be inserted in the submenu.

When the cursoris on acomment cell that is currently in edit mode (white background) you can
insert a new line at the end of the table automatically by pressing =J.
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Getting Started

How to configure the task execution attributes

(@ Select the task to be configured in the Project Navigator window or in the task configu-
ration table (select the grey number button in the first table column).

@ Press ] to open the Task Information dialogue box.

The parameters in this dialogue box set the execution conditions and the security level for the
current task. Tasks can be either event-triggered or interval-triggered. Full details on the vari-
ous execution options can be found in the Reference Manual.

Tazk Information

T azk Attributes

Ewent: [TRUE

Interyal:

—
—

Prricority:
Hame: IMAIN
Size: 181 Bytes
Type: TASE
Lazt Change: 041202 16:23:15

Security Level
’}?gr‘lf‘gr‘gr‘gr‘gr‘gr‘

7

W Allow Bead fccess For Lower Levels

ok,

Cancel

Comment...

.

I | Timen itpot Eartal

Fig. 6-76:
Event = TRUE
(execute always)

Interval = 0
(because event-triggered)

Priority = 0
(maximum priority)

Priority = 31
(lowest priority)

The dialogue box also shows the current size of the task and the date and time of the last edit-

ing change.
NOTE Please refer to the Reference Manual for details on configuration of the read/write access
parameters.
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6.10

Step 9: Compiling Projects

When you compile a project the system translates the program code into executable form to
prepare it for downloading to the controller CPU.

How to compile a project

@ Select Rebuild all in the Project menu.

The progress of the compilation process and any errors found are documented in a status
window.

Compile/Check Messages [_[0[x]| Fig. 6-77:
Emars/wamings: Errors are displayed and
|Used Retentive Timers: 0 of 0 =] eXplained in the
|| oed bounters. Lol 100 Compile/Check Messages
Jzed Irterupt Labels: O of 32 box

0 erorg

¥ Minimize Dialog after show

Shiow Stop Hel

WARNING:

Compilation does not download the program code to the CPU, this must be done
separately!

Always perform a syntax check on the entire project before attempting to compile it
(Step 7).
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6.11 Step 10: Communications Port Setup

Before you can download a project to the PLC you must first configure the communications
port you are going to use for this purpose.

NOTE Before you begin, make sure that you know precisely which physical interface on your
personal computer is going to be used for transferring the data to the PLC system.
How to select and configure the communications port

@ In the Online menu select Transfer Setup, then select Ports.
The Connection Setup dialogue box appears.

Transfer Setup

q* -
CC IE Cont MET(I) CC-Link Ethernet FLC AF S5C
META0H board board board board board riet

bioard J j
COM |COM 1 Transmizsion speed | 115.2Kbps

B 1 | 1 11 @ _

ELC CCIE Cont  MMETIIN CC-Link Ethernet C24 Bus
module META10[H] module module module
rmodule J J

PLCmade  |GCPU(Gmode]

ﬂ % Connection channel list...

Mo specification Other station[Single network] — Other station[Co-existence network] PLEC direct coupled setting
Tirne out [Sec.] |15 Fietry times 0 Connection test
J J J J J PLC type
C24  CCIECont  MET(I]  CClink  Ethemet
MET/10[H Detail
il Mulips CPU setting—|

g g g g Spstem image...
1 2

34 Line Connected [A/46TEL C24)...

|

C24 CCIE Cont  MET[I]  CC-Link  Ethemnet
MNETA10(H) | 0K |

Target FLC
Accessing hozt ztation |Not e

Clage

Fig. 6-78: Interface selection in the Connection Setup
@ Under PLC side I/F click on the button Seriell/lUSB.

PC side I/F Serial setting Fig. 6-79:

PC side I/F
& B Serial setting
O UsE Cancel |
COM port IEDM 1 'I

Setup... |
Transmizsion speed |1E|.2Kb|:|s 'I

(® Select either USB or RS-232C. The COM-ports COM1-COM10 can be selected.

@ Confirm the entries in the dialogue boxes with OK.
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6.12 Step 11: Downloading Programs (to PLC)

When your program project is complete and has been checked for errors and successfully
compiled you can download it to the controller system for execution.

Connecting the PLC system

(@ Connect the PLC to your personal computer.

@ Make sure that you plug the connection cable into the same port on the computer that you
defined in the settings described in Step 10 above.

NOTE Please refer to the Reference Manual for details on the various different options available for
connecting the PC and PLC systems.

How to download a program to the PLC

@ Select Transfer Setup in the Online menu, then select Project.
The Download Setup dialogue box is displayed on the screen.

x| Fig. 6-80:

The Transfer Setup dialogue box options are used to

~ DOWMNLOAD object 3 :
specify which data are downloaded to the PLC.

" PLC-Parameter
" Program
¢ PLC-Parameter and Program

Drive: IIJ: Pragrarn memary j
[ Init Spstem Addresses
v Download Boot (Autosxec) Fils

[~ Download Intslligent Parameter Fils

— DOWHLOAD source informnation

' No Infomation
" Symbolic

[Irives I 0: Pragram mermory j

~ UPLOAD mode

& MELSEC IL [always drive 0)
" Source Information

[rives: 2 Program memery I

[ Upload Inteligent Parameter File

Ok, I Cancel |

@ Click on PLC Parameter and Program, then confirm with OK.

WARNING:
You must always download the PLC parameter when you transfer a program to the PLC
for the first time! Q/QnA series PLCs must be formatted first.

(® Select Transfer in the Project menu, then select Download to PLC to start the download.
The transfer process is documented in a list box; if no error messages are displayed the
transfer has been completed successfully.
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6.13 Step 12: Monitoring Programs

In monitoring mode, GX IEC Developer can display the current status and changes of the vari-
ables/devices used by your program.

NOTE You can only monitor error-free programs that have been compiled and downloaded to the
PLC system for execution.

@ Select Monitoring Mode in the Online menu. A check mark v in front of the option in
the menu indicates that the mode is currently active, and the entries in the Project Na-
vigator window switch to light grey.

@ Open the body of the POU that you wish to monitor.
(® Select Start Monitoring in the Online menu.

NOTE | The PLC must be in RUN mode for monitoring to be possible.

The following examples illustrate how the status changes of the variables are displayed in
monitoring mode for the various programming languages supported by GX IEC Developer.

NOTE More detailed information on the display options and other monitoring mode features can be
found in the Reference Manual (Chapter 8).
TIMER_I Flg. 6-81:
Input! —— EN "ENO - Function block diagram
T'ME%E: E;:LE Filled rectangle: Binary ON
7 Rectangle: Binary OFF
DATA = 40: 40 seconds have elapsed
SET_RETI
SET_RST
L ER ENO
Input? —— SET Q0 ——Outputl
TIMER1S—— RST
hONE
TIMERTM = 100 —— _IN ——DATA =100
Inputt TIMER_M Fig. 6-82:
I EN  ENOD - Ladder diagram
TIMER1C —— TCail Filled field between the input contacts:
100 —— Twalue
— ON
Filled rectangle: Binary ON
SET RSTI Rectangle: Binary OFF
SET_RST DATA =100: 100 seconds have elapsed
LEN ENO
Input? —— SET G ——Qutputl
TIMER1S — RST
MOWE
TirnerIN = 100 — _IN ——DATA =100
0 — Fig. 6-83:
npu . .
TIMER_M TIMERIC, 100 Instruction list
CAL SET_RST1EM:=Input!, SET:=Input2, RST:=TIMER1S, @:=Cutput1) ON/OFF status is
indicated by filled /not
LD TIMERTHM 100 filled
ST DATA 100 rectangles.
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6.14 Step 13: Uploading Data from the CPU

How to upload data from the PLC's CPU to GX IEC Developer

@ Select Transfer in the Project menu, then select the Upload from PLC option.

@ This displays the PLC Parameter dialogue box. Select the appropriate CPU Type and con-
firm with OK (see Step 1).

® Inthe next dialogue box GX IEC Developer asks you to specify the path and name for the
uploaded project data, which will be stored as a new project.
If you want to create a new project for the upload follow the instructions in Step 1.
If a project is already open you can abort the procedure by clicking on the Cancel button.

Click on Setup in the Transfer Setup dialogue box.

© ®

This displays the Transfer Setup (CPU port) dialogue box. Select the correct port for your
system configuration (see Step 10).

® Confirm your entries in both dialogue boxes with OK.
This starts the upload procedure. Progress and any errors are documented in a list box.
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Sample Program: CarPark Project Structure

7

NOTE

7.1

7.1.1

Sample Program: CarPark

This sample program is only intended as an illustration of programming and program
structure techniques in GX IEC Developer. In its present version it cannot be used as a basis
for producing your own executable programs. The sample version has been written for a
MELSEC FX series controller.

Description

The roll-up door of a car park building can be opened from inside and outside with a key-oper-
ated switch. Safety functions included in the program ensure that the door opens automatically
inthe event of an alarm, and that it does not remain open for too long when no cars are entering
or leaving the car park. The program also keeps track of the number of cars in the building.

Project Structure

Fig. 7-1:
Project structure

Task:
Door_Operate

CPark_OK —1—

POU: POU: gc%lﬁ:
Counter | Control Control

The Task "Main"

... always runs in the background, with maximum priority. This task contains the POUs "Con-
trol" and "Counter", which perform the following functions:

POU "Control"

— Car park status check
— Close car park door if no car drives in or out within a 60-second period
— Open car park door when an alarm is triggered

POU "Counter"

— Count the cars
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7.1.2 The Task "Door_Operate"

... is event-triggered. It is activated when the OK signal for the car park door (variable:
CPark_OK) is set. This task contains the POU "Door_Control", which handles the following
functions:

POU "Door_Control"

— Open car park door when the key switches inside and outside the car park are operated.
— Open car park door when an alarm is triggered

NOTES GX IEC Developer allows you to apply an engineering design approach to project planning
and programming. This is illustrated in the "CarPark" project. Steps S1 through S11 are fully
documented.

In the sample program all the variables are already known and declared at the outset.
Of course, this ideal situation is not always possible in actual projects; one often has to make
corrections and add and delete variables in the course of the programming work. This
flexible approach is fully supported in GX IEC Developer; the system allows you to edit, add
and delete variable declarations at any time, both during programming and afterwards.

7.2 Create the new "CarPark" project
(Step 1 in Chapter 6)

The first step is to create a new project. Refer to the instructions in S1 and enter "CarPark" as
the project name in step @.

7.3 Create the tasks (Step 2 in Chapter 6)

Create the "Main" and "Door_Operate" tasks.
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Sample Program: CarPark Declare the global variables (Step 3 in Chapter 6)

7.4 Declare the global variables (Step 3 in Chapter 6)

Declare the global variables shown in the table below. The entries in the Comment column are
optional.

147 brlubial Waniabile Lisk

Idandifiar Commen
Disor_Chpem a Wil BOOL FALSE Lppm door imil ewalch
Dioor_Cloged Xl el BOOL _|FALSE Lower door limil getch

Tura_Caintral il el 1 BOOL L |FALSE |rdamal relay for tha closa
Malar_Uip 0 %0 BOOL |FALSE Melor mlls car park diar
Mator_Dawn L] Wt BOOL _|FALSE Moter ralls car park dedr
I.'r'.|||__'|F| ¥, "o BOOL L |FALEE Eay swich door apen for
Exit_LUp 3 %03 BOOL _|FALSE Ky swiich door apen for
rl".rl_"-'ll__GmIﬂ w4 D BOOL FALSE Phatoabsctng Basmar e
|:=='._\.' i-l_Lpl.‘pl'l! x5 bl L BooL FALSE Phatosbactne bamer foe

Maz_Time_Up_C T 'RDED BOOL FALSE Timer coil: When the limé
Maz_Time_Up 3 TS WME0 BOOL FALEE Tumor coract Whon the |
Mauin_Switch - %DE BOOL _|FALEE Muin swiich: Car park doc
Halp_Alam w "o BO0L FALSE Allem swiich

CO2_Alsm a 0 BOOL L |FALEE o senior

14 '»'-ﬂ-n‘__l?. OEtaL = CPark Ok W Sl 0 BOOL WIFALSE (06 gignal Car park door
15 '\-'-*-H_':_L-ﬂ-"\l_ - '.I-'.lrL_Lll-_'_d'r}' Y3 pTNE ] BO0L gl FALSE D4 swnal. Car park dooe
16 vaR_GLODAL = | CARS Number L] W00 INT g Musmibes of cas in the car

]
Fig. 7-2: Global Variable List

7.5 Create the program organisation units
(Step 4 in Chapter 6)

Create the three program organisation units: "Control", "Counter" and "Door_Control". Define all
three POUs as programs (PRG) and specify ladder diagram (LD) as the programming language.

Each POU consists of a header and a body. The header contains the declarations of the vari-
ables used by the POU, the body contains the actual PLC program code.

7.5.1 Project Navigator Window

All the tasks and POUs you create are automatically displayed in the Project Navigator window.

kemp ==l Fi g. 7 '3
@* Project [c-\temp] Tasks:
&1l Library_Pool B "Door_Operate"
£-@ Parameter Y o
..l Module Configuration W "Main
.,.l"' Network
G PLC .
=] L('_-} Task_Pool POUS
G iDioor_Dperate [Pro = 31, Event = TRUE] W "Control"
G baIM [Prio= 31, Event = TRUE] " "
Gy DUT_Pool W "Counter
-.[@¥ Global Vars B "Door_Control"
=-fag POU_Pool

E| -ard Contal [PRG]

'J Header
uop Body [LD]
E| u[g* Caurter [PRG]
: g Header
~ALob Badyp [LD]
E| u[g* Door_Contral [PREG]
Header
ok Body [LD]
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Program the bodies (Step 6 in Chapter 6) Sample Program: CarPark

7.6

7.6.1

Program the bodies (Step 6 in Chapter 6)

Body of the “"Control" POU

Fig. 7-4:
- Door control
activation

Mam_Swach Falp_dlaim COG_Adasm Fark_CK

CPark Ok _Lemp

Dioot eoatiul pctivation

2 Help_Alanr Mzt _Lip
: Help call and
O3 _Almm Goor_Cipan Motor_Lip CO2-alarm
Algem
3 Dot_Cipon Ewvt_Car_(sons  Enter_Car_Gona TINER W
. i i EN “Emd . . .
Mas_Tirme s C— Tl Timer activation
BX Tlalun
o Traif
4 M Time Ui 5 Tirm Comiral )
Time control
Tiene_Canral
] Time_Coniro Fialp_dlmim I3 _Almm Wntar_Dipem
Close car park
Main_Switch door
Clate curpark doot
B Mam_Swiich Doot_Closed Wotar_Direm
I ' I T i Reset
Time_Conro Turs_Ciormoi
Haen

Door control activation

When the main switch is on and no help call or CO2 alarm is registered the OK signal (variable:
"CPark_OK") for the "Door_Control" program organisation unit is set and the
CPark_OK_Lamp is switched on.

Help call and CO2 alarm

As soon as an alarmis registered the motor rolls the car park door up. The motor is reset when
the door activates the upper limit switch ("Door_Open").

Timer activation

When the door is open and the photoelectric barriers at the entrance ("Enter_Car_Gone") and
the exit ("Exit_Car_Gone") do not register any vehicles the timer "Max_Time_Up_C" starts to
count for 60 seconds.
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Sample Program: CarPark Program the bodies (Step 6 in Chapter 6)

7.6.2

Time control

The "Time_Control" relay is set as soon as the 60-second period has elapsed.

Close car park door

When no traffic is registered or the main switch is turned off and no alarm is registered the
motor rolls the car park door down into the closed position.

Reset

When no traffic is registered or the main switch is turned off and the door reaches the lower
limit switch ("Door_Closed") both the motor and the "Time_Control" relay are reset.

Body of the "Counter" POU

Fig. 7-5:
1 Entrance
Enter_Car_Fone INCP_M
4 EN TENG
d ——Cars Mumber
Errance
2 .
Exit
Exit_Car_Cong OECH M
y | EN EMO
li_ LCars Mumbes

Entrance

The program counts the cars driving into the car park by incrementing the total number stored
in the "Cars_Number" data register every time a car enters.

Exit

Every time a car drives out of the building the program decrements the number stored in the
data register. The result is that the number always corresponds to the exact number of cars in
the building.
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7.6.3 Body of the "Door_Control" POU

Conditions for activation of the door control routine

The Door_Control POU can only be executed when the "CPark_OK" variable in the Control
POU is set. "CPark_OK" is only set if

— The main switch is on, and
— No help call alarm is registered, and
— No CO2 alarm is registered.

[t oo ontrol [PRH Bod [) Fig. 7'6
1
Exit_Up DDDF_OFEFI Motar_Up Open car park
| I+ = door
Enter_U
4 R

d

‘ Open car park door

2
Watar_U Doar_Open tlotar U
11 " I i S " Reset
d a
‘ Feset door open routine
3
DDDI’_OFEI‘] Enter_Car_Gane Mator_Diown Close Carpark
|| F =)
= door
Exit_Car_Gaone
I
‘ Close car park door
4
Door_Closed Mator_Down
I R Reset

Reset door close routine

Open car park door

When the car park door is closed the key switch inside ("Exit_Up") or outside ("Enter_Up") the
building must be operated to open the door.

Reset
The motor is reset when the car park door reaches the upper limit switch ("Door_Open").
Close car park door

When a car passes through the photoelectric barrier after driving in ("Enter_Car_Gone") or out
("Exit_Car_Gone") of the building the motor starts to close the car park door.

Reset

When the door reaches the lower limit switch ("Door_Closed") the motor is reset.
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Sample Program: CarPark Configure the tasks (Step 8 in Chapter 6)

7.7 Configure the tasks (Step 8 in Chapter 6)

We have already created the two tasks needed by the program, "Main" and "Door_Operate"
(see Step 2).

The next step is to assign the POUs to the tasks, which are still "empty". Double-click on the
task name in the Project Navigator, then select the pop-up arrow icon in the cell in the POU
Name column, and select the POU from the list displayed.

After assigning the POUs you must then configure the task attributes. Select the task in the
Project Navigator window or open the task configuration table by double-clicking on its name,

then press 2 JE=lor select Information in the Object menu to open the Task Information dia-

logue box.
7.71 The "Main" task
£E£ Main [Prio = 31, Event = TRUE] Fig. 7-7:
—’—’_pou = Commeant A331gn the POUs "Control" and
0|Cantral "Counter" to the "Main" task.
1| Counter Eh ‘
T azk Information Fig-_ 7-8: ]
. Attributes of the "Main" task
Tazk Attributes oK Event: TRUE
Event: [TRUE

.. I.e. the task's two POUs "Control" and
"Counter" both run continuously.
Priority: 1

Cancel

Irterval; Il:l
Pricrity: I 1 Cornrmert

LLIH

M ame: I T
Size: 185 Bytez
Type: TASK v T i

Last Change: 061202 093356

O e I

"§ecurit}l Lewvel

¥ &llow Bead Access For Lower Levels
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Configure the tasks (Step 8 in Chapter 6) Sample Program: CarPark

7.7.2 The "Door_Operate" Task
£ Door_Operate [Prio = 31. Event = TRUE) _ O] x| Fig- 7-9:
POU name e =|| The "Door_QOperate" task contains the
0|Door_Control POU "DOOI’_COFIU‘OI".
< | »
Task Information Flg. 7-10:
Task Attibutes ] Attributes of the "Door_Operate" task
Event: |Garage_DK ok EVent "CPaI’k_ OK"
Cames! | ... I.e. the associated POU Door_Control is only
Interval [0 activated when the "CPark_OK" signal is set.
Priority: |31 MI Priority.' 31
Mame: IDoor_Dperate
Size: 185 Bytes
Type: TASE v Timer/ Output Contral

Lazt Change: 061202 09.33:56

Security Lewvel
[Ggrlrgrgfgr‘gf‘gt‘z

v &llovw Bead &ccess For Lower Levels

NOTE | Entry of the project data is now complete.

@ Compile the project (Step 9),
@ configure the ports of your personal computer (Step 10) and
(® download the program to the controller CPU (Step 11).

@ Monitoring mode for following the status of the program variables is explained in Step 12.
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Importing

8 Importing

There are two different ways to import projects created with the older MELSEC MEDOC pro-
gramming package for use in GX IEC Developer:

® Import by loading a MELSEC MEDOC print file
® Import by uploading directly from the CPU

Loading a print file to GX IEC Developer

Procedures in MELSEC MEDOC

@ Select a file name as the printer port. The extension TMP is added automatically by the
program.

@ Make sure that only Instruction List and Name List are selected in the program listing
options. The Header must be switched off!

(® Start the print procedure.
Procedures in GX IEC Developer

@ Open the body of an existing MELSEC Instruction List program or create a new POU and
specify MELSEC Instruction List as the language. Important: Make very sure that the
POU is declared as a program (PRG).

® In a network click on the left field reading MELSEC.
® Open the POU body, then select Import MEDOC Network in the Tools menu.
@

This opens a file selection box. Select the drive and directory, and then select the print file
(TMP) that you want to load and confirm your choice with OK. This opens another dialogue
box.

Confirm the settings with OK
(MEDOC Program = Instruction List only,
MEDOC Symbolic Names = Name list only).

@ If necessary, edit the system variables.

NOTES The structure of MELSEC MEDOC programs can only be remained, if you select MELSEC
mode in the Wizard before!

| For further details refer to the Reference Manual
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